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Abstract

In recent years, cloud security has emerged as a primary concern for enterprises due to
the increasing trend of migrating internal infrastructure and applications to cloud envi-
ronments. This shift is driven by the desire to reduce the high costs and maintenance fees
associated with traditional on-premise infrastructure. By leveraging cloud capacities such
as high availability and scalability, companies can achieve greater operational efficiency
and flexibility. However, this migration also introduces new security challenges. Ensuring
the protection of sensitive data, maintaining compliance with regulatory requirements,
and mitigating the risks of cyber threats are critical issues that must be addressed. Iden-
tity and Access Management (IAM) constitutes the critical security backbone of most
cloud deployments, particularly within AWS environments. As organizations adopt AWS
to scale applications and store data, the need for a thorough, methodical, and precise
enumeration of IAM configurations grows exponentially. Enumeration refers to the sys-
tematic mapping and interrogation of identities, permissions, and resource authorizations
with the objective of gaining situational awareness. By understanding the interplay be-
tween users, groups, and their myriads of policies, whether inline or attached managed
policies, security professionals need to enumerate and identify misconfigurations, reduce
the risk of unauthorized privilege escalation, and maintain robust compliance postures.
This paper will present SkyEye, a cooperative multi-principal IAM enumeration frame-
work, which comprises cutting-edge enumeration models in supporting complete situa-
tional awareness regarding the IAMs of provided AWS credentials, crossing the boundary
of principal-specific IAM entitlement vision to reveal the complete visionary while insuf-
ficient authorization is the main challenge.

Keywords: Amazon Web Services (AWS), Identity and Access Management (IAM),
Privilege Escalation, Enumeration, Reconnaissance, Offensive Security, Cloud Security,
Penetration Testing.



Chapter 1

Introduction

1.1 Background

The rapid migration of critical corporate infrastructure to cloud computing platforms,
most notably Amazon Web Services (AWS) has redefined how organizations control and
secure access to resources. Unlike traditional on-premises setups, where firewalls and
network segmentation provided primary security perimeters, cloud environments adopt an
identity-centric model: Identity and Access Management (IAM) is the central gatekeeper.
Every cloud operation spinning up an EC2 instance, accessing an S3 bucket, or managing
RDS databases depends on IAM to determine who is authorized to do what, when, and
how.

At its core, IAM facilitates secure delegation of permissions across individual users,
service roles, and automated scripts. However, this flexibility introduces complexity.
Policies can easily become overly permissive, especially in environments that use multi-
account architectures, federated identity providers, or automated resource provisioning
pipelines. These intricate relationships between policies, trust, and temporary credentials,
forming challenging attack surfaces for adversaries.

1.1.1 Real-World Cloud Security Incidents

Cloud TAM misconfigurations have directly contributed to some of the most significant
security breaches in recent history [3]:

« Capital One Breach (2019): A misconfigured web application firewall allowed
unauthorized access to AWS credentials tied to an EC2 metadata role. The attacker
used those credentials to retrieve sensitive data from approximately 106 million

customer records. This breach prompted a regulatory fine of around 80 million
dollars [9] [10].

« LAPSUSS Attacks (2022): The LAPSUSS$ acker group exploited stolen or
weakly protected cloud credentials, which enabled them to infiltrate major tech
firms including Okta, Microsoft, and Nvidia. Their campaigns highlighted the risks
introduced by token theft, phishing, and multi-factor authentication bypasses [11]

[12].

These incidents highlight that while cloud providers maintain physical security, the
responsibility for correct IAM configuration lies with customers, which is a gap that
sophisticated attackers can readily exploit.



1.1.2 The Complexity of Modern IAM Environments

Multiple factors contribute to the inherent complexity of IAM in contemporary cloud
environments. Enterprises frequently partition workloads across several AWS accounts,
utilizing AWS Organizations and cross-account roles to manage access at scale. This
segmentation, while beneficial for administrative separation and security, introduces in-
tricate trust relationships that are challenging to audit and maintain. The integration of
federated identities which are often via external identity providers, and the widespread
use of AWS Security Token Service (STS) for temporary credentials further expand the
potential attack surface.

A prevalent issue in such environments is the over-permissioning of roles. This may
arise from reliance on AWS managed policies, which are intentionally broad to accommo-
date diverse use cases, or from misapplication of permission boundaries and conditions.
As a consequence, principals may inadvertently receive privileges exceeding their opera-
tional requirements. Dynamic trust relationships, such as those formed through chained
role assumptions (for example, an ITAM role used by AWS Lambda invoking services that
subsequently assume additional roles), complicate the task of privilege analysis. These
scenarios often evade detection by static policy analysis tools, leaving organizations ex-
posed to subtle privilege escalation pathways.

Recent studies have demonstrated that IAM misconfiguration is not an isolated phe-
nomenon, but rather a systemic issue affecting a significant proportion of cloud deploy-
ments. Systematically exploitable vulnerabilities, often arising from the interplay of mul-
tiple policies and trust relationships, present persistent challenges to effective cloud se-
curity management.

1.1.3 Detection and Remediation Gaps

Existing governance solutions, including Cloud Security Posture Management (CSPM)
platforms and Cloud Infrastructure Entitlement Management (CIEM) tools, primarily fo-
cus on the identification of static misconfigurations. These tools are effective at flagging
explicit issues such as overly permissive IAM policies, lack of multi-factor authentication
(MFA), or the presence of unused credentials. However, they frequently lack the capabil-
ity to model contextual, multi-step privilege escalation chains, which may only become
apparent when policies are evaluated in a live operational context.

The evaluation of IAM policies in AWS is deliberately multifaceted, incorporating the
following layers:

o Identity-based policies

« Resource-based policies

« Service Control Policies (SCPs) in AWS Organizations [13]
e Permission boundaries

« Session-based credentials [1]



Without a holistic approach that considers these layers in aggregate, it is infeasible to
accurately determine the effective permissions granted to any principal. Tools developed
for static IAM misconfiguration detection, such as those by [15], have proven valuable for
identifying latent policy errors, yet they remain limited in their ability to model dynamic
attack paths that arise during runtime.

1.1.4 Why TAM Enumeration Matters

Comprehensive risk assessment of IAM configurations requires more than static policy
review. It necessitates the active enumeration of permissions to ascertain the practical
capabilities of identities under realistic conditions. This approach supports:

« Proactive defense: Identifying and remediating privilege escalation vectors prior to
exploitation.

o Realistic threat simulation: Enhancing red team exercises and penetration testing
with actual cloud session contexts.

» Regulatory compliance: Ensuring that granted permissions align with least-privilege
requirements as enforced in production.

Recent research, such as “Effective IAM Exploitation Cascade Detection” [16], cor-
roborates the feasibility and value of identifying multi-step escalation paths in complex
IAM configurations.

1.1.5 Academic and Industrial Perspectives

Recent academic studies support the viability and importance of live IAM context anal-
ysis:

» “Detecting Anomalous Misconfigurations in AWS IAM” [15] demonstrates how spe-
cialized detectors can highlight risky IAM patterns live .

» “Efficient IAM Greybox Penetration Testing” [17] proposes optimized TAM model
querying techniques for identifying privilege escalation with minimal footprint

These contributions underscore both the demand for, and the viability of, advanced enu-
meration tools capable of detecting escalation risk in real time.

IAM misconfiguration is not merely an abstract or academic concern; it is a perva-
sive and actionable threat, as evidenced by high-profile incidents such as those affecting
Capital One and LAPSUSS$. Although static analysis and compliance validation tools
are necessary components of a robust security posture, they are insufficient for capturing
the dynamic and contextual nature of privilege in cloud environments, and lacking deep
contextual awareness and attack modeling.

Academic studies and experimental frameworks confirm that live, multi-step TAM
enumeration is both achievable and necessary for securing cloud environments. This gap



in tooling motivates the development of a new generation of offensive-capable enumera-
tion framework designed to uncover and remediate risky IAM pathways before they are
exploited.

1.2 Problem Statement

As enterprises increasingly migrate critical workloads to public cloud platforms like AWS,
securing identity and access management (IAM) has become a defining challenge. Despite
AWS providing powerful IAM capabilities, the shared responsibility model places the
burden of correct configuration on customers. This has resulted in persistent and systemic
gaps between policy definitions and actual behavior, exposing organizations to substantial
risks.

1.2.1 TAM Misconfigurations

IAM misconfigurations are widely recognized as one of the leading causes of cloud security
breaches. According to IBM’s Cost of a Data Breach Report 2023, cloud-based breaches
incurred the highest costs among incident types, with a substantial portion attributed to
misconfigured cloud identity permissions [18]. Misconfigurations often stem from:

o Overly permissive IAM roles left in production for convenience or legacy reasons.
o Complex multi-account structures with interdependent trust relationships.
o Hardcoded credentials accidentally exposed in source repositories.

 Federated identity bridges (e.g., SSO with corporate identity systems) introducing
unforeseen trust boundaries.

1.2.2 The Visibility Gap

Most cloud security tooling focuses on static analysis of IAM policies, which is capable
of assessing their written definitions to flag misconfigurations. While useful, these tools
often:

o Fail to detect privilege escalation chains where combinations of seemingly benign
permissions lead to dangerous outcomes.

o Ignore temporal aspects, such as temporary credentials with powerful privileges.

o Lack understanding of context, particularly across federated identities or multi-
account structures.

The ENISA Threat Landscape 2024 notes that IAM-related misconfigurations and priv-
ilege escalation paths remain underexplored by traditional cloud security solutions, cre-
ating persistent visibility gaps for defenders [19].



1.2.3 Complexity in Practice

The difficulty lies not just in writing secure IAM policies, but in understanding how they
interact at runtime:

e Modern architectures like serverless computing introduce ephemeral roles.

» Resource-based policies (e.g., S3 bucket policies) introduce additional policy evalu-
ation layers beyond the principal’s direct IAM role.

» AssumeRole chains allow privilege escalation if misconfigured or misunderstood.

With the current static IAM validation tools which do not provide security teams
with a complete picture. A context-aware, adversary-perspective enumeration framework
is necessary to addresses the following:

o Map out privilege escalation pathways across services and accounts.

« Enable proactive threat hunting for identity abuse scenarios.

e Support red teaming with realistic attack path modeling.

» Validate principle-of-least-privilege assertions under adversarial conditions.

Without such an approach, security defenders or penetration testers operate with incom-
plete visibility in highly interconnected, dynamic environments. Furthermore, the preva-
lence and impact of IAM misconfigurations in recent high-profile incidents underscore
the inadequacy of static analysis alone. Dynamic, context-sensitive IAM enumeration
tools are indispensable for accurately assessing the real-world implications of granted
permissions.



Chapter 2
Background Knowledge

2.1 What is AWS Identity and Access Management?

AWS Identity and Access Management (IAM) is a comprehensive service provided by
Amazon Web Services (AWS) that allows us to manage access to AWS services and
resources securely [20]. TAM allows you to control who is authenticated (signed in) and
authorized (has permissions) to use resources. With IAM, we can create and manage
AWS users and groups, and use permissions to allow and deny their access to AWS
resources.

2.1.1 History and Evolution of AWS TAM

AWS Identity and Access Management (IAM) emerged in the early 2010s as a response to
the growing need for robust security controls in multi-tenant cloud environments, where
the ability to delegate and audit privileges became paramount [20]. Although its offi-
cial release date is commonly referenced as 2011, the underlying principle of adopting
least-privilege, separation of duties, and tighter governance had been taking shape even
prior to public announcement. Initially, AWS users were restricted to a single root ac-
count with unrestricted privileges, posing potential security and operational risks. With
TAM, AWS introduced the concept of distinct, fine-grained identities (users, groups, and
roles) to address these concerns. This shift allowed organizations to create multiple user
identities, each bound by well-defined permissions and governed by policies, effectively
implementing the principle of least privilege in AWS environments [20] [21].

Over subsequent years, AWS has iteratively enhanced IAM to account for expanding
customer use cases and complex regulatory requirements [22]. Notable milestones include
the introduction of federated identities (enabling single sign-on with identity providers
such as SAML 2.0 and OpenID Connect), managed policies (providing reusable sets
of permissions), and grammatical improvements to policy language for clearer, more au-
ditable rule sets [21] [23]. Enhancements such as service-linked roles enabled AWS services
to interact on behalf of a user with meticulously scoped permissions, while permission
boundaries made it practical to enforce upper limits on user privileges [23]. Attribute-
based access control (ABAC) extended IAM’s capability to evaluate complex attributes
(e.g., tags, organizational units), supporting more dynamic, context-aware authorization
logic in large-scale deployments. Collectively, these innovations highlight AWS’s trajec-
tory planning toward increasingly granular, automated, and compliance-driven access



control frameworks [24].

2.1.2 Core Concepts and Terminology

AWS TAM distinguishes between authentication (verifying the unique identity of users or
services) and authorization (determining the set of actions permitted to those entities)
[20]. At its core, IAM leverages several foundational elements:

» Users represent tangible (human) or programmatic identities that require authen-
ticated access to AWS services. Each user is assigned unique credentials: passwords
or access keys, and is bound by the principle of least privilege to reduce the exposed
threat surface [25].

» Groups serve as logical collections of users, enabling streamlined administration by
centralizing permission sets which is often in managed policies, that can be applied
or removed in a single action [20].

» Roles constitute assumable identities, allowing AWS services, external users, or
other AWS accounts to inherit permissions temporarily. Roles are integral for
cross-account access, federated login, and machine-driven tasks, as they mitigate
permanent credential storage and emphasize short-lived credentials [27].

These identity constructs function through policies with JSON-based documents spec-
ifying allow or deny rules for individual actions and resources [23]. Policies may be
customer-managed, AWS-managed, or inline, and they subscribe to a default-deny strat-
egy, adhering to explicit permission grants or denials under AWS’s policy evaluation
process [24]. The interplay of policies, principals, and resources underscores IAM’s over-
arching security design, which aligns to recognized best practices:

« Principals: Authenticated entities (e.g., TAM user, IAM role, federated user) per-
mitted to make requests.

« Resources: AWS services or objects (e.g., Amazon S3, Amazon EC2, AWS Lambda)
targeted by access requests. Actions: Specific operations authorized or disallowed
(e.g., s3:ListBucket, ec2:Describelnstances).

« Conditions: Additional contextual checks (often based on IP, time of day, or user
attributes) that refine authorization rules.

« Temporary Security Credentials: Short-lived credentials tied to roles or feder-
ated access, mitigating the risk of long-term credential compromise [21].

IAM’s continued evolution also integrates advanced governance layers, such as AWS
Organizations for multi-account management, enabling consistent enforcement of policies
across a fleet of accounts [22]. By coupling IAM’s role-based constructs with condition-
based and attribute-based controls, organizations can better adhere to regulatory obli-
gations, maintain separation of duties, and instantiate defense-in-depth models [22] [24].
This holistic design philosophy positions IAM as a versatile, extensible foundation for
cloud security, exemplifying AWS’s strategic emphasis on continuous refinement of key
identity and access mechanisms in alignment with modern enterprise demands.



2.2 Core IAM Entities

AWS Identity and Access Management (IAM) comprises several principal entities essen-
tial for controlling authentication and authorization flows within Amazon Web Services
(AWS). These entities include users, groups, roles, and the various policy configurations
that govern operational privileges. When orchestrated appropriately, these constructs
uphold security requirements such as least privilege, defense in depth, and regulatory
compliance obligations. The subsequent discussion focuses on the multitude of policy
mechanisms provided by IAM, illustrating how each policy type imposes specific con-
straints and thereby contributes to holistic access governance.

2.2.1 TAM Users

An TAM user is an entity that we create in the AWS environment to represent the
person or application that interacts with AWS resources. Users can log into the AWS
Management Console, interact with AWS services through the AWS CLI, and use AWS
APIs. Each TAM user is associated with a unique set of credentials and permissions
that illustrate what actions the user can perform. Users are often created for individual
employees or applications that require direct access to AWS resources [25].

2.2.2 TAM Groups

IAM groups are the collections of IAM users, which are often used to centrally manage
the privileges of a group of users. We can use groups to simplify the management of
permissions for multiple users [26]. Instead of assigning permissions to each user individ-
ually, we can assign permissions to a group, and all users in that group will inherit those
permissions. This makes it easier to manage permissions for users with similar access
needs, such as teams or departments within an organization.

2.2.3 TIAM Roles

An TAM role is an IAM identity that we can create in our AWS account that has specific
permissions. The roles are intended to be assumed by trusted entities, such as IAM
users, applications, or AWS services [27]. Unlike IAM users, roles do not have long-term
credentials (passwords or access keys) associated with them. Instead, when we request to
assume a role, we are provided with temporary security credentials. Roles are particularly
useful for granting access to resources across different AWS accounts or for allowing AWS
services to interact with each other on your behalf.

2.2.4 TAM Policies

IAM policies are formal statements, expressed in JSON, that define granular permis-
sions associated with particular IAM entities [28]. By specifying the conditions under
which certain operations are allowed or denied, policies enable secure management of
multifaceted AWS environments. This policy-driven model is anchored by a default-
deny approach, wherein all requests are implicitly denied unless explicitly allowed. The
structured schema of TAM policies further simplifies audits and compliance reporting by
providing a declarative representation of permissible actions.



« Embedded Inline Policies

Inline policies in AWS Identity and Access Management (IAM) are policies that are
directly embedded within a specific ITAM user, group, or role. These policies main-
tain a strict one-to-one relationship with the entity they are attached to, meaning
they are specifically tailored to the needs of that single user, group, or role. In-
line policies are particularly useful when we need to define unique permissions for
a specific entity and not intended to be shared with others [29]. For instance, if
a particular TAM user requires special permissions that no other user needs, an
inline policy is a suitable choice. When the user, group, or role to which an inline
policy is attached is deleted, the inline policy is also deleted. This tight coupling
ensures that the unique permissions granted by the inline policy are removed when
the entity is no longer needed, thus enhancing security by minimizing the risk of
orphaned policies that could be misused.

o Attached Managed Policies
Attached Managed policies in AWS TAM are reusable policy documents that can be
attached to multiple IAM users, groups, or roles [29]. This policy provides several
advantages, including ease of management, as any updates to a managed policy
automatically propagate to all entities that the policy is attached to. This ensures
consistency and simplifies the process of updating permissions across multiple users,
groups, or roles. There are two types of managed policies: AWS-managed policies
and customer-managed policies.

— AWS-managed policies: These policies are pre-defined by AWS and de-
signed to provide permissions for common use cases, making it easier for
administrators to grant necessary permissions without writing policies from
scratch [29].

— Customer-managed policies: on the other hand, these policies are cre-
ated and maintained by the AWS account administrators. These policies offer
greater flexibility and customization, allowing organizations to define specific
permissions tailored to their unique requirements [29].

— Customer-managed policy versioning: Customer-managed policy ver-
sioning is a feature that allows administrators to manage and maintain dif-
ferent versions of their custom IAM policies [30]. When we create a customer
managed policy, AWS allows us to update and refine it over time without losing
the previous versions. Each time we make a change to a policy, a new version
is created and stored, with AWS supporting up to five versions per managed
policy, including the current version. This capability is particularly useful for
auditing, compliance, and troubleshooting, as it provides a historical record
of policy changes and ensures that administrators can track how permissions
have evolved over time.

e Permissions Boundaries
Permissions boundaries serve as a secondary layer of containment on top of standard
policies, restricting the maximum privileges an IAM entity can attain, regardless
of other attached policies [31]. This mechanism operates in conjunction with the
principle of least privilege, ensuring that no single user or role can escalate its

10



privileges beyond what the boundary permits. Permissions boundaries thereby
reinforce secure delegation models, enabling delegated administrators to define or
manage policies without the risk of granting excessive permissions to themselves or
others.

« Service Control Policies (SCPs)

Service Control Policies (SCPs) are enforced at the organization or organizational
unit level through AWS Organizations [32]. Unlike standard TAM policies, SCPs do
not grant permissions. Instead, they act as overarching filters that define allowable
operations, effectively constraining the maximum effective permissions within an
organizational hierarchy. By applying SCPs, enterprises can institute restrictive
baselines that align with top-level compliance mandates, ensuring that individual
accounts cannot override organizational security boundaries.

« Resource-Based Policies

Resource-based policies are embedded within specific AWS resources (for example,
Amazon S3 buckets or Amazon SNS topics), permitting cross-account access or
fine-tuned sharing of those resources [28]. These policies define who can perform
which actions on the resource and under what conditions. Resource-based policies
differ from identity-based policies (inline or managed) by stationing the permission
structure alongside the resource in question rather than tying it to a principal.
This alignment is advantageous in cross-account scenarios, simplifying the secure
granting of resource access to external entities.

o Session Policies

Session policies are temporary policies passed when principal entities assume roles
via the AWS Security Token Service (STS) [23]. These transient, context-specific
policies layer atop the existing identity-based permissions, further limiting the max-
imum permissions that a session can acquire. Session policies enable use cases such
as short-lived privilege escalations for break-glass scenarios or environment-specific
restrictions during continuous integration and deployment processes. By employing
session policies, organizations can improve real-time governance, restrict credential
lifetimes, and implement dynamic access control constructs.

2.3 AWS IAM Organizational Structure and Scoping

AWS provides a hierarchical organizational model encompassing accounts, organizational
units, and groups of resources to facilitate structured access control and multi-account
administration. This overarching model is primarily managed through AWS Organiza-
tions, enabling consolidated billing, centralized governance, and robust identity and access
management controls. Such layered structures are particularly relevant for large enter-
prises or government agencies requiring stringent isolation of workloads, cost visibility,
and compliance enforcement across multiple AWS accounts.

2.3.1 AWS Accounts and Organizational Units (OUs)

AWS accounts serve as fundamental security and billing boundaries, delineating resource
ownership and responsibility while enabling precise cost tracking [33]. Each account con-
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tains its own collection of services (for instance, Amazon EC2, Amazon S3) and is subject
to the identity, access, and networking configurations defined therein. Placing workloads
in separate accounts bolsters the defense-in-depth model by preventing unauthorized
lateral movement across environments. Furthermore, the use of separate accounts aids
in isolating development, staging, and production environments, simplifying regulatory
compliance and incident containment.

Organizational Units (OUs) are logical containers that group AWS accounts under
a hierarchical structure within AWS Organizations [31]. By segmenting accounts into
OUs, administrators can apply Service Control Policies (SCPs) to enforce baseline se-
curity measures at the organizational or unit level. This approach streamlines policy
management, ensuring consistent governance mandates (such as encryption requirements
or restricted AWS regions) across multiple accounts. OUs also facilitate simpler access
auditing, as SCPs logically cascade to all member accounts, leaving minimal room for
unauthorized deviation from organizational policy.

2.3.2 AWS Organizations and Cross-Account Access

AWS Organizations provides a centralized console to manage multiple AWS accounts
under a single master (also referred to as “management”) account, thus unifying billing
and security oversight [35]. Through AWS Organizations, administrators can create new
accounts programmatically, migrate existing ones, and apply organization-wide policy
constraints via SCPs. These capabilities reduce operational overhead by promoting con-
sistency in identity configuration, logging, governance, and cost management across ac-
counts.

Cross-account access capabilities within AWS Organizations are established through
roles, trust policies, and resource-based permissions [36]. By configuring an IAM role in
one account with a trust policy that references a principal entity in another account, AWS
administrators can enable secure resource sharing without duplicating user credentials.
This trust-based mechanism underscores the principle of least privilege, as cross-account
roles typically grant only the minimum necessary level of authority. Enterprises frequently
utilize such cross-account constructs for shared services (e.g., logging, monitoring) or
for delegated administration of centralized resources, reinforcing the advantages of both
segregation of duties and cost accountability.

2.3.3 Delegated Administration and Trust Relationships

Delegated administration refers to the distribution of administrative privileges to spe-
cific subgroups or accounts within an organization, so that these subgroups can manage
certain AWS services or resources without requiring access to the root account’s creden-
tials [37]. This model bolsters resiliency and security by compartmentalizing privileges
among trusted administrators, thereby reducing the blast radius of a potential breach
or misconfiguration. In practice, delegated administration is implemented through IAM
roles and corresponding trust relationships that define which principals can assume an
administrative role.
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Trust relationships are integral to secure cross-account interactions, as they define the
principal entities permitted to assume an IAM role in a target account [36]. Adminis-
trators construct trust policies, typically in JSON, specifying the conditions under which
access is granted. This includes referencing the source account or user, the allowed role to
be assumed, and optional condition-based controls such as Multi-Factor Authentication
(MFA). By carefully crafting trust relationships, organizations uphold security best prac-
tices, preserving the integrity of cross-account workflows while aligning with compliance
imperatives stemming from frameworks such as ISO 27001, PCI DSS, and FedRAMP.

2.4 TAM Policy Language and Evaluation

AWS TAM policies regulate access decisions through JSON-based documents that ad-
here to a specific schema, defining the permissions granted or denied to authenticated
and authorized entities. Unlike traditional access-control models, IAM policies embrace
fine-grained permissions, incorporate explicit deny mechanics, and enable context-aware
constraints through conditions. This multifaceted approach reflects AWS’s commitment
to least privilege, ensuring that cloud environments remain both secure and adaptable to
evolving organizational needs.

2.4.1 Policy Document Structure (JSON)

An TAM policy document comprises a series of JSON statements, each of which includes
relevant attributes for governing access rules [28]. Typical attributes in the JSON schema
include “Version,” which declares the policy language syntax, and “Statement,” an array
of objects that encapsulate specific permission directives. In many cases, policy docu-
ments also include “Id” elements to facilitate policy auditing or reference mapping in
large-scale deployments. For ease of maintenance, policy authors often rely on AWS-
managed policy templates or reuse common statements in customer-managed policies.
This uniform structure ensures that security teams and automated tools can parse, vali-
date, and enforce policies consistently across diverse AWS services and accounts.

2.4.2 Policy Elements (Effect, Action, Resource, Condition, Principal)

At the core of each statement within an IAM policy document are five key elements: Ef-
fect, Action, Resource, Condition, and Principal, each of which specifies a distinct facet of
permission logic [38]. The “Effect” element declares whether the statement grants (“Al-
low”) or denies (“Deny”) the specified permissions. “Action” enumerates the API calls or
operations governed by the rule (for example, “s3:GetObject” or “ec2:StartInstances”).
The “Resource” field identifies the AWS assets or services the effect applies to, frequently
using Amazon Resource Names (ARNSs) to pinpoint targets. In more advanced policies,
the “Condition” element refines permissions based on contextual keys, including IP ad-
dress ranges, dates, or user attributes. Finally, the “Principal” element indicates the user,
role, or entity that is subject to the policy, which can include cross-account or external
Federated Identities where trust relationships are in effect.
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2.4.3 Policy Evaluation Logic (Explicit Deny, Allow, Implicit Deny)

IAM policy evaluation follows a sequential mechanism where AWS first applies an implicit
deny to all unreferenced actions and resources, effectively defaulting to “no access” [24]. If
a policy statement explicitly denies an action, that instruction supersedes any opposing
“allow” statement. This explicit deny principle is especially critical for implementing
overarching security guardrails, ensuring that certain operations remain inaccessible even
if inadvertently allowed in a subordinate policy. The final step in policy evaluation
confirms whether the request is allowed by at least one relevant policy statement; if not,
the implicit deny persists. Thus, a combination of explicit deny, allow statements, and
a pervasive default-deny posture fortifies the system against misconfigurations, ensuring
that access privileges remain carefully controlled.

2.4.4 Condition Keys and Advanced Policy Constructs

Condition keys augment the granularity of [AM by enabling context-sensitive permission
decisions, often mandated by strict compliance or multi-tenant architectures [39]. The
“Condition” element can reference built-in AWS keys such as aws:Sourcelp, aws:CurrentTime,
or aws:SecureTransport, or custom keys defined through AWS services. An illustrative
example materializes when restricting AWS Management Console logins to a specific

IP range or requiring Multi-Factor Authentication (MFA) for critical API operations.
Beyond individual conditions, policy authors may combine multiple keys using logical
operators, increasing the precision of authorization models.

Advanced constructs also include attribute-based access control (ABAC), which lever-
ages resource tags or user attributes to assign permissions dynamically [410]. This pattern
significantly reduces administrative complexity, as a well-defined tagging schema can re-
place numerous static policies. Coupled with other AWS innovations, such as prefixes
and policy templates, these advanced condition keys and policy features ensure that or-
ganizations maintain both the flexibility and rigor required in modern, large-scale cloud
security architectures.

2.5 Authentication and Authorization in AWS

Authentication and authorization in AWS constitute the primary pillars of Identity and
Access Management (IAM). By requiring users and services to establish their identities
and limiting their permissions through IAM policies, AWS ensures robust protection of
cloud assets. IAM implements various authentication methods, including the AWS Man-
agement Console, Command Line Interface (CLI), Software Development Kits (SDKs),
and direct Application Programming Interface (API) calls, all governed by the principle
of least privilege. These authentication mechanisms affirm user identity, after which IAM
policies determine the permissible scope of operations on AWS services and resources,
thus creating a foundational layer for securing cloud infrastructures conforming to indus-
try best practices.
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2.5.1 Authentication Mechanisms (Console, CLI, SDK, API)

AWS supports multiple authentication avenues to accommodate diverse operational sce-
narios and security postures. The AWS Management Console, a web-based graphical
user interface, is often favored for interactive tasks such as configuring services, preview-
ing logs, or performing administrative functions. For developers and DevOps teams,
the AWS CLI and SDKs offer programmatic access to AWS resources, enabling script-
based or application-driven administration of services like Amazon S3, Amazon EC2,

and Amazon RDS [11]. Interaction at the API level provides direct access to AWS in-
frastructure via HT'TP requests, affording fine-grained control in automated and custom
integration workflows [12]. Each of these authentication methods relies on credentials,

either long-lived or temporary, to verify the user identity and link ensuing API calls to
the corresponding TAM policies.

2.5.2 Temporary Security Credentials (STS, AssumeRole, Federation)

Temporary security credentials mitigate some of the risks posed by long-lived credentials
by defining a constrained lifespan for access tokens, thus reducing their exposure window
[13]. AWS Security Token Service (STS) underpins this concept by issuing time-limited
credentials upon request, enabling entities to perform only the actions allowed under the
associated IAM policies. Common STS scenarios include AssumeRole, which facilitates
cross-account access and delegating privileges to AWS services without exposing sensitive
credentials [11]. Additionally, TAM supports identity federation, granting temporary
AWS access to users authenticating through external identity providers, such as Active
Directory Federation Services or SAML 2.0-based solutions [15]. This federated model
allows organizations to preserve existing user directories and authentication workflows
while enforcing AWS policies and restricting session duration in alignment with security
best practices.

2.5.3 Multi-Factor Authentication (MFA)

Multi-Factor Authentication (MFA) offers an elevated layer of security by requiring users

to present an additional factor beyond their password or access key [16]. IAM supports
multiple forms of MFA | including virtual MFA applications (e.g., Google Authenticator),
hardware MFA tokens, and Universal 2nd Factor (U2F) devices [17]. Administrators

can mandate MFA at sign-in or at the execution of sensitive API operations, tightening
defenses against compromised passwords. Notably, combining MFA with conditional
IAM policies and short-lived credentials helps enforce strict access requirements while
maintaining operational flexibility. Numerous regulatory frameworks, such as PCI DSS
and FedRAMP, endorse MFA as a baseline criterion for safeguarding cloud environments,
making MFA adoption a central component of robust cloud security strategies.
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Chapter 3

Related Works - Prior-Art Models and Frame-
works

3.1 Introduction

This chapter will begin with an introduction to recent research, models and frameworks,
tools on cloud security, with a particular focus on cloud IAM enumeration and cloud priv-
ilege escalation. We will first examine framework and tools to gain a deep understanding
about its capabilities, methodologies and core logic, as well as its current drawbacks and
gap. Next, we will further analyze its limitation to improve by proposing and developing
a new framework that integrates our cutting-edge models.

3.2 Tools/Frameworks Analysis
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3.3 Conclusion

The comprehensive examination of prior-art models and frameworks for AWS IAM enu-
meration and privilege escalation reveals a rapidly evolving yet still fundamentally con-
strained landscape. Most existing frameworks, including PACU, CloudPEASS, CloudFox,
and enumerate-iam concentrate on single-principal IAM enumeration, confining their per-
spective to the permissions and visibility of the authenticated identity. This approach
restricts the automated discovery of multi-hop or chained escalation paths, which are
increasingly exploited in complex cloud environments through transitive trust and inter-
play between resource-based and identity-based policies.

The reliance on static, signature-driven detection further limits the adaptability of
these tools. While matching known permissions to curated escalation techniques is effec-
tive for documented risks, it fails to identify novel or emerging attack vectors, especially
as AWS services evolve rapidly and adversarial tactics become more innovative. Addition-
ally, the lack of automated privilege graphing and cross-principal enumeration severely
hampers the discovery of complex escalation scenarios involving multiple principals to
reveal the complete vision. Manual investigation can theoretically address these gaps,
but it is impractical at the scale of modern cloud deployments.

Audit-focused compliance-focused framework, such as ScoutSuite and Cloudsplaining,
are valuable for identifying policy misconfigurations and enforcing least-privilege prac-
tices. However, their static, configuration-centric designs are not intended to simulate
dynamic, real-world attack chains or assess the practical exploitability of discovered risks.
Cloud attack simulation framework such as Stratus Red Team excels at validating detec-
tion and response processes for known attacks, but their utility is bounded by predefined
scenarios and lacks proactive discovery of undocumented escalation paths.

In summary, the current generation of IAM enumeration and privilege escalation
framework is indispensable for baseline security and compliance, but falls short in en-
abling comprehensive adversary simulation and proactive defense. The absence of dy-
namic, context-aware analysis, automated privilege graphing, and exploratory method-
ologies represents a significant gap that is increasingly exploited in real-world breaches,
as evidenced by incidents like Capital One. Addressing these challenges requires a new
re-invention of frameworks that integrate context-aware privilege analysis, automated
cooperative enumeration by cross-principal approach, and hybrid methodologies combin-
ing static and dynamic techniques. Such advancements will be essential for defenders
and red teamers alike, providing deeper, actionable insights and enabling more resilient
cloud security postures. The following chapters will introduce a new framework with our
proposed models designed to fill these critical gaps in the current landscape.
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Chapter 4
SkyEye Framework and Proposed Models

In this chapter, we will present the SkyEye - a cutting-edge cooperative multi-principal
IAM enumeration framework, along with its proposed and developed models, which sig-
nificantly demonstrate how SkyEye differs from prior-art models and frameworks in enu-
merating IAMs of cloud user principals from the black-box approach.

4.1 Cross-Principal IAM Enumeration Model (CPIEM)

The original idea of the Cross-Principal IAM Enumeration Model (CPIEM) came from
the difficulty that occurs with the single-principal IAM enumeration approach. In the
enumeration phase of the penetration testing process, penetration testers often gather
multiple AWS credentials in the format: AccessKey, SecretKey, Session Token. However,
it could only perform separate-principal or single-principal IAM enumeration from each
user session, leading to false negatives due to limitation of principal-specific IAM enti-
tlement vision. To resolve this limitation, the Cross-Principal IAM Enumeration Model
(CPIEM) was proposed and developed to efficiently perform advanced TAM enumera-
tion across multiple user principals within the AWS Account Id, to complement each
user’s IAM vision context. By coordinating available sessions of each valid credential
simultaneously, it can:

e Discover hidden permissions
o Reveal a more accurate and complete IAM policy landscape for each TAM entity

« Minimize false negatives that typically occur with single-principal IAM enumeration

But before delving deeper into the enumeration model, we will firstly start with the
discussions regarding single-principal or separate-principal IAM enumeration capabilities.

4.1.1 What is Single-Principal IAM Enumeration Model (SiPIEM)?

Single-Principal TAM Enumeration is the capability to scan single AWS creden-
tials separately, utilizing principal-specific TAMs of one single user principal at a
time. In recently published framework and tool, it was often integrated the ca-
pability of utilizing relevant TAMs permissions such as: iam:ListGroupsForUser,
iam:ListGroups, iam:GetGroup iam:ListUserPolicies, iam:GetUserPolicy,
iam:List AttachedUserPolicy, iam:ListAttachedGroupPolicy, iam:ListEntitiesForPolicy,
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iam:GetGroupPolicy, iam:ListGroupPolicies, iam:ListRoles, iam:ListRolePolicies,
iam:GetRolePolicy, iam:ListAttachedRolePolicy, iam:ListPolicy Versions, iam:GetPolicy,
iam:GetPolicyVersion, etc. to expose the complete IAM vision context of the current
user from black-box perspective. Moreover, it also coordinates the fuzzing capability
and the permissions simulation capability by leveraging iam:SimulatePrincipalPolicy
permission to reveal the TAM vision context. In SkyEye framework, we build upon
the single-principal TAM enumeration model discussed in Chapter 3. Our proposed
framework integrates these models as supplement components while introducing novel
mechanisms for the cross-principal TAM enumeration model. The fuzzing capability
and permissions simulation capability are also integrated into this single-principal IAM
enumeration model only; the reason behind is due to a huge amount of time required to
finalize these tasks for multiple AWS credentials.
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Figure 4.1: Permissions Simulation and Fuzzing models

Permissions simulation capability will be performed by leveraging the
iam:SimulatePrincipalPolicy permission. This permission will support the enumera-
tion process by simulating how a set of IAM policies attached to an IAM entity works
with a list of API operations and AWS resources to determine the policies’ effective
permissions. The entity can be an IAM user, group, or role; and if a user is specified,
then the simulation also includes all of the policies that are attached to groups that the
user belongs to. This model will check if the user principal’s session is allowed to perform
iam:SimulatePrincipalPolicy, if yes, the model will leverage this permission to simulate
all AWS actions which are nearly 20,000 actions, to understand which actions the user
principal can perform. Moreover, since iam:SimulatePrincipalPolicy can only simulate
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the user principal and inherited permissions from in-scope IAM groups that the user be-
longs to, it lacks the capability of simulating the inherited permissions from the in-scope
IAM roles that the user could perform assumption directly or indirectly. The model will
actively incorporate with the Transitive Cross-Role Enumeration Model (TCREM) -
which is one of the core models of SkyEye and will be discussed in next section, to gain
the understanding of in-scope IAM roles, and leverage iam:SimulatePrincipalPolicy to
target those in-scope IAM roles to return a most complete result.

If the wuser principal does not have sufficient permission to perform
iam:SimulatePrincipalPolicy, the model will switch directly to initialize the fuzzing
capability. The fuzzing capability will be performed by actively invoking the AWS API
of nearly 8000 AWS read-only actions to understand which actions the user principal can
perform. Only AWS read-only actions will be undertaken in the fuzzing capability, due
to the fact that almost all the read-only actions will not require the essential parameters
and values to be provided before the execution.

4.1.2 What is Separate-Principal IAM Enumeration Model
(SePIEM)?

Similarly to Single-Principal IAM Enumeration, Separate-Principal IAM Enumeration
can support scanning by principal-specific [AMs, but is extended further by the capability
of scanning multiple AWS credentials separately. In SkyEye framework, we also build
upon the idea of single-principal IAM enumeration model discussed in Chapter 3 as a
supplement component, to diversify the capabilities of the framework.

4.1.3 What is the limitation of the single-principal or separate-
principal IAM enumeration model?

In this section, we will point out several scenarios where single-principal or separate-
principal IAM enumeration models are highly restricted in enumerating a complete IAM
vision context.

Scenario A: Retrieval of inline policies for user principal
- TAM Action Chain: iam:ListUserPolicies — iam:GetUserPolicy

o User A is permitted to perform iam:ListUserPolicies for a specified user, allowing
this uer to list the names of all inline policies attached to that user. However, User
A does not have iam:GetUserPolicy, so cannot retrieve the actual policy documents.

o User B is permitted to perform iam:GetUserPolicy, allowing this user to retrieve
the policy document if given the username and policy name. However, User B does
not have iam:ListUserPolicies, so does not know which policy names exist for a
user.

o Therefore, User A can list the policy names but not see their content, and User B
can retrieve the policy document but does not know which policies to request.
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Conclusion: Due to the separation of IAM permissions across users, neither user
operating independently can retrieve the complete set of inline policies (including detailed
documents) for a user; both actions are required in sequence, but split across users. The
lack of a single user’s ability to execute the full chain - discovering policy name of user’s
inline policies, and enumerating and retrieving full policy documents - prevents complete
visibility.

Scenario B: Retrieval of attached managed policies for user principal
- TAM Action Chain: iam:ListAttachedUserPolicies — iam:ListPolicyVersions or
iam:GetPolicy — iam:GetPolicyVersion

o User B has permissions to perform iam:ListAttached UserPolicies, allowing User B
to list all managed policies attached to a specific IAM user. However, User B can-
not perform iam:GetPolicy or iam:ListPolicy Versions and iam:GetPolicyVersion, so
cannot retrieve the detailed documents or at least current version of those policies.

o User A has permissions to perform iam:ListPolicyVerion, allowing User A to re-
trieve a managed policy’s metadata and current version if provided with the policy
ARN. However, User A cannot perform iam:ListAttachedUserPolicies, so cannot
enumerate which policies are attached to any user, nor can User A retrieve com-
plete documents if provided policy ARN along with its version due to the lack of
iam:GetPolicy Version.

e User C has permission to perform iam:GetPolicyVersion, enabling User C to re-
trieve the complete documents of a specific policy version if provided with the
ARN of policy and version identifier. However, User C cannot enumerate attached
policies or retrieve policy metadata to understand its current version.

o As a result, User B can enumerate which managed policies are attached to a user,
but cannot retrieve their contents or versions. User A can retrieve policy metadata
and its current version, but cannot enumerate which policies are attached to users,
nor retrieve complete documents of given policy ARN and its current version. User
C can retrieve the contents of a specific managed policy version, but only if provided
with the policy ARN and the current version ID. Therefore, no single user can
enumerate and retrieve the full content of all managed policies attached to the
groups to which a user belongs to.

Conclusion: Due to the separation of IAM permissions across users, neither user
operating independently can enumerate and retrieve the complete set of all attached
managed policies (including detailed documents) for a user. The lack of a single user’s
ability to execute the full chain - discovering ARN of managed policies attached to a given
user, and retrieving full policy documents of those attached managed policies - prevents
complete visibility.

Scenario C: Retrieval of inline policies for in-scope IAM groups
- TAM Action Chain: iam:ListGroupsForUser or [iam:ListGroups and
iam:GetGroup| — iam:ListGroupPolicies — iam:GetGroupPolicy
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e User B is permitted to perform iam:ListGroupPolicies and iam:GetGroupPolicy,
enabling User B to enumerate the inline policies attached to a specified IAM group
and retrieve the document of a specific inline policy embedded within that group.
However, User B does not have permission to perform iam:ListGroupsForUser, and
therefore cannot determine the IAM groups to which they themselves (or any other
user) belong.

o User A is permitted to perform iam:ListGroupsForUser, enabling User A to enu-
merate all TAM groups to which a specified IAM user belongs. However, User A
does not have permission to perform iam:ListGroupPolicies or iam:Get GroupPolicy,
so it cannot list or retrieve the inline policies attached to any IAM group.

o As a result, User B can enumerate and retrieve inline policies for any group, but
does not know which groups they belong to (i.e., IAM groups a particular user is a
member of). User A, on the other hand, can determine group membership for users,
but cannot enumerate or retrieve inline policies (including complete documents)
for those groups. Therefore, User B cannot retrieve any information about inline
policies for the IAM groups to which they themselves belong, because they lack
the ability to determine their own group membership. Similarly, User A can only
determine to which groups a user belongs to, but cannot retrieve the details of inline
policies for those groups.

Conclusion: Due to the separation of IAM permissions across users, neither user
operating independently can enumerate and retrieve the complete set of inline policies
(including detailed documents) for all in-scope IAM groups (i.e., the groups to which
users they have access belong). The lack of a single user’s ability to execute the full chain
- discovering group membership and then enumerating policy names of in-scope groups’
inline policies, and retrieving full policy documents - prevents complete visibility.

Scenario D: Retrieval of attached managed policies for in-scope IAM groups
- TAM Action Chain: iam:ListGroupsForUser or [iam:ListGroups and

iam:GetGroup] — iam:ListAttachedGroupPolicies — iam:ListPolicyVersion or

iam:GetPolicy

— iam:GetPolicy Version

e User E can perform iam:ListGroupsForUser, enabling them to list all TAM
groups to which a specified user belongs. However, User E cannot perform
iam:ListAttachedGroupPolicies and so cannot determine which managed poli-
cies are attached to those groups.

o User B can perform iam:List Attached GroupPolicies, allowing them to list all man-
aged policies attached to a specified group, but cannot enumerate which groups a
user belongs to (iam:ListGroupsForUser).

e User A can perform iam:GetPolicy and iam:GetPolicy Version, enabling them to
retrieve policy documents and its versions, but cannot enumerate which groups the
user principal belongs to or which policies belong to which groups.
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o Asaresult, User E can enumerate the IAM groups to which a specified user belongs,
but cannot determine which managed policies are attached to those groups. User
B can enumerate all managed policies attached to a specified group, but cannot
identify which groups are associated with a specific user. User A can retrieve the
complete documents and its current version of managed policies if provided with
the ARN of policy, but cannot enumerate groups or determine group membership.
Therefore, no single user can enumerate and retrieve the complete set of managed
policy documents attached to the groups to which a user belongs.

Conclusion: Due to the separation of IAM permissions across users, neither user op-
erating independently can enumerate and retrieve the complete set of attached managed
policies (including detailed documents) for all in-scope IAM groups (i.e., the groups to
which users they have access to belong). The lack of a single user’s ability to execute the
full chain - discovering group membership and then discovering ARN of managed policies
attached to in-scope IAM groups, and retrieving full policy documents of those attached
managed policies - prevents complete visibility.

Scenario E: Retrieval of inline policies for in-scope IAM roles
- IAM Action Chain: iam:ListRoles — iam:ListRolePolicies — iam:GetRolePolicy

o User A can perform iam:ListRoles, allowing them to enumerate all IAM roles in
the account, but cannot list or retrieve inline policies for those roles.

o User C can perform iam:ListRolePolicies, allowing them to list the names of inline
policies for a specific role, but cannot enumerate all roles (iam:ListRoles) or retrieve
policy documents.

e User D can perform iam:GetRolePolicy, enabling them to retrieve the document
of a specific inline policy for a given role and policy name, but cannot list roles or
policies.

o As a result, User A can enumerate all in-scope IAM roles in the account, but
cannot list or retrieve inline policies (including complete documents) for those roles.
User C can list the names of inline policies attached to a specific role, but cannot
enumerate all in-scope IAM roles or retrieve policy documents. User D can retrieve
the complete document of inline policies for a given role and policy name, but cannot
list roles or enumerate policy names. Therefore, no single user can enumerate and
retrieve the complete content of all inline policies attached to all in-scope IAM roles.

Conclusion: Due to the separation of IAM permissions across users, neither user
operating independently, can enumerate and retrieve the complete set of inline policies
(including detailed documents) for all in-scope IAM roles (i.e., the roles that users they
have access to can assume). The lack of a single user’s ability to execute the full chain
- discovering in-scope IAM roles that the user can assume, and then enumerating policy
names of in-scope roles’ inline policies, and retrieving full policy documents - prevents
complete visibility.
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Scenario F: Retrieval of attached managed policies for in-scope IAM roles
-TIAM Action Chain: iam:ListRoles — iam:List AttachedRolePolicies — iam:ListPol-
icyVersion or iam:GetPolicy — iam:GetPolicy Version

o User B can perform iam:ListRoles, allowing enumeration of all IAM roles. How-
ever, User B cannot list the attached policies for these roles.

o User D can perform iam:ListAttachedRolePolicies, enabling them to list all man-
aged policies attached to a specified role, but cannot enumerate roles or retrieve
policy documents.

e User A can perform iam:GetPolicy and iam:GetPolicyVersion, enabling them to
retrieve the document and versions of a managed policy if given the ARN, but
cannot list roles or attached policies.

o As a result, User B can enumerate all in-scope IAM roles in the account, but
cannot list the managed policies attached to those roles, nor retrieve the complete
documents of those managed policies. User D can list all managed policies attached
to a specified role, but cannot enumerate all in-scope IAM roles or retrieve the
complete documents of those managed policies. User A can retrieve the complete
documents and its current version of managed policies if provided with the ARN
of policy, but cannot enumerate in-scope IAM roles or determine which policies
are attached to in-scope IAM roles. Therefore, no single user can enumerate and
retrieve the full content of all managed policies attached to all in-scope TAM roles.

Conclusion: Due to the separation of IAM permissions across users, neither user
operating independently, can enumerate the complete set of attached managed policies
(including detailed documents) for all in-scope TAM roles (i.e., the roles that users to
which they have access can assume). The lack of a single user’s ability to execute the
full chain - discovering in-scope IAM roles that the user can assume, and then discover-
ing ARN of managed policies attached to in-scope IAM roles, and retrieving full policy
documents of those attached managed policies, prevents complete visibility.

Scenario G: iam:Get Account AuthorizationDetails to complement other users’
IAM entitlement visibility
- IAM Action Chain: iam:GetAccountAuthorizationDetails

o User B cannot perform any IAM actions to reveal its IAM entitlement visibility
o User C cannot perform any TAM actions to reveal its IAM entitlement visibility

o User A can perform iam:GetAccountAuthorizationDetails , empowering them to
retrieve all information of IAMs in their AWS Account Id, including their TAM
context.

o As aresult, User A can reveal its full IAM context, but User B and User C cannot
reveal any information regarding permissions that they are allowed to perform, and
resources that they are allowed to interact with.
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Conclusion: Due to the separation of IAM permissions across users, if users are
operating independently, User A cannot support User B and User C to enumerate the
complete set of their IAM entitlement visibility.

These 7 scenarios illustrate the limitations of the traditional single-principal TAM
enumeration approach in a cloud environment. By not having sufficient permissions in
each phase of the IAM chain, it could lead to the failure of fully revealing any of the inline
policies and attached managed policies for TAM users, in-scope IAM groups, in-scope [AM
roles, in-scope TAM policies during the enumeration process.

4.1.4 How SkyEye Framework and CPIEM mitigate these limitations?

Instead of depending on the self-access IAM entitlement visibility of single user to reveal
its TAM context, and to fully understand what permissions and what resources that
the user is allowed to perform and interact with, sometimes leading to false negatives
when user could perform some specific permissions to specific resources but could not
have the situational awareness on that, the cross-principal TAM enumeration model,
which is the core capability of SkyEye framework, is designed to tackle this limitation by
involving and correlating simultaneously multiple valid credentials to continually expose
the complete IAM visibility of each user principal.

Initially, SkyEye will validate the provided AWS credentials, and split them into
separate "AWS Account Id" clusters, ensuring that only the users from similar AWS
Account Id, will be involved in complementing other users’ IAM visibility from similar
account id.

SkyEye will then construct multi-threaded mechanism to run the enumeration
from each user’s session simultaneously and perform cross-principal enumerations across
ARNSs of each user, and interact with the shared envIAMData objects - separated by
AWS Account Id, to store the TAM Users, IAM Groups, IAM Roles, IAM Policies

gathered from each user’s session in run-time.

Shared envIAMData objects will act as independently shared storage for multiple
users from each different AWS Account Id, to support each user’s session in adding new
IAM objects or complementing existing ones if missing components are identified in
those objects before initiating the complementation process.

In addition to the IAM chains to fully reveal inline policies and attached man-
aged policies for IAM users, in-scope IAM groups, in-scope TAM roles, in-scope TAM
policies, during the enumeration process, if the iam:GetAccountAuthorizationDetails
permission is detected in run-time to be executable by at least one user’s session
from similar AWS Account Id, the model will immediately terminate all user’s session
come from that AWS Account Id, and utilize the iam:GetAccountAuthorizationDetails
permission to retrieve full IAM context of that AWS Account Id, and distribute the
correspondent result to the user principal that involved in the IAM enumeration for that
AWS Account Id. This approach will reduce significantly 95% of the entire scanning
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process, and result in a most sufficient IAM output for each user principal involved while
not producing redundant API invocation, potentially leading to detectable traces in the
log.

The efficacy of the SkyEye CPIEM model is best demonstrated through a rep-
resentative operational scenario, which underscores its utility in advanced TAM
enumeration. Consider a context in which the enumeration framework, such as SkyEye,
processes active sessions for five distinct user principals: User A, User B, User C,
User_D, and User_ E, each instantiated with unique AWS credential pairs. Each prin-
cipal is provisioned with a discrete, non-overlapping subset of IAM permissions, as follows:

o User__A: Lacks explicit permissions to perform any IAM actions.

e User_B: iam:GetUserPolicy, iam:GetGroupPolicy, iam:GetRolePolicy,
iam:GetPolicy, and iam:ListPolicy Version

e User_C: iam:List AttachedGroupPolicies, iam:List AttachedUserPolicies,
iam:ListAttachedRolePolicies, iam:ListGroupPolicies, iam:ListUserPolicies,
iam:ListRolePolicies

o User__D: iam:GetPolicyVersion

o User_ E: iam:ListRoles, iam:List GroupsForUser

In a traditional enumeration paradigm where each set of credentials is leveraged in
isolation, and the enumeration process is constrained either to a single principal or to
disjoint, parallel sessions per principal, the discoverability of the broader IAM topology
becomes inherently limited. The inability to synthesize and correlate permissions across
user boundaries leads to a fragmented security posture analysis, potentially obscuring
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critical relationships and privilege escalation vectors within the AWS environment.

The CPIEM model overcomes these limitations by enabling concurrent, synchro-
nized enumeration sessions across all available user principals. This cooperative
multi-principal model facilitates the aggregation and cross-correlation of disparate
permission sets, thereby augmenting the granularity and completeness of the overall
[IAM visibility. For instance, while User A cannot directly access or enumerate any
IAM resources, the intersection and union of the permissions held by User B, User_ C,
User D, and User E when orchestrated in concert, can collectively reconstruct a com-
prehensive access control map, not only for User A but for each principal under scrutiny.

Furthermore, the model’s capability to dynamically integrate the results of each enu-
meration session ensures a holistic perspective, wherein the knowledge gleaned from one
principal’s permissions enriches the contextual understanding of others. In defensive secu-
rity, this approach significantly enhances the identification of implicit trust relationships,
hidden privilege chains, and potential security misconfigurations, which are core con-
cerns in advanced IAM threat modeling and defense. By operationalizing cross-principal
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Figure 4.5: Cross-Principal IAM Enumeration Model - Example Scenario - Stage 2

enumeration and correlation, the CPIEM model advances the state of the art in IAM
reconnaissance, supporting both offensive and defensive cybersecurity postures within
complex cloud ecosystems.

4.2 Transitive Cross-Role Enumeration Model (TCREM)

Each "user" principal might have the permission to assume some specific roles and
retrieve the temporary session tokens to act on behalf of those roles. KEach "role"
principal might also have the permission to assume the other roles, and to act on behalf
of those roles through temporary session tokens.

The term In-scope IAM Roles in Transitive Cross-Role Enumeration Model
(TCREM) is defined by:

o The roles that can be assumed directly by provided AWS credentials:

— User A — Role A
— User A — Role B
e The roles that can be assumed indirectly by the roles that can be assumed by
provided AWS credentials:

— User A — Role A

x Role A — Role E
Role E — Role F
Role F — Role 1
x Role A — Role G
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Figure 4.6: Core of SkyEye - Transitive Cross-Role Enumeration Model (TCREM)

Transitive Cross-Role Enumeration Model (TCREM) is proposed and developed with
the capability of gathering in-scope IAM roles, performing the direct assumption from
user principal, or indirect assumption from the roles that can be assumed by the user
principal, to act on behalf of in-scope IAM roles, and simultaneously complementing
to the entire scanning output, subsequently contributing to the reduction of false
negatives, and improving the overall accuracy of the IAMs output. Each role is an
independent principal with associated permissions assigned to, which can be leveraged
in complementing to the overall enumeration of IAM users, groups, roles, policies that
have a strong bond to the targeting AWS credentials.

Transitive Cross-Role Enumeration Model will be integrated into:

« Single-Principal IAM Enumeration Model (SiPIEM): In-scope IAM roles will only
involve complementing single user principal’s IAM vision context

 Separate-Principal TAM Enumeration Model (SePIEM): In-scope TAM roles will
only involve complementing each user principal’s IAM vision context separately

 Cross-Principal IAM Enumeration Model (CPIEM): In-scope IAM roles come from
each user principal, will involve in complementing not only original user principal’s
IAM vision context, but also other user principals’ IAM vision context

During run-time, if iam:GetAccountAuthorizationDetails permission is detected to
be executable by at least one role’s session from similar AWS Account Id, the model will
immediately terminate all the session come from that AWS Account Id, and utilize the
iam:Get Account AuthorizationDetails permission to retrieve full IAM vision context of
that AWS Account Id, and distribute the correspondent result to the user principal that
involved in the ITAM enumeration for that AWS Account Id. This approach will reduce
significantly 95% of the entire scanning process, and result in a most sufficient TAM
output for each involved user principals while not producing redundant API invocation,
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potentially leading to detectable traces in logging.

The operational advantages of the TCREM model are most effectively illuminated
through the analysis of a representative scenario that encapsulates advanced IAM enu-
meration techniques within a contemporary AWS environment. In this context, let us
consider User A, an identity equipped with the capability to assume a set of in-scope
IAM roles: Role A, Role E, and Role F, either through direct or via transitive trust
relationships. Each principal, whether user or role, is endowed with a distinct and non-
overlapping subset of IAM permissions, delineated as follows:

o User__A: Possesses capabilities such as iam:ListRoles and iam:ListGroupsForUser,
enabling enumeration of associations with in-scope IAM roles and in-scope IAM
groups

« Role_A: Authorized to enumerate policy associations across roles,
users, and groups through permissions including iam:ListRolePolicies,
iam:ListAttachedRolePolicies, iam:ListUserPolicies, iam:ListAttachedUserPolicies,
iam:ListGroupPolicies, and iam:List AttachedGroupPolicies

e Role E: Holds advanced policy retrieval  permissions including
iam:GetUserPolicy, iam:GetGroupPolicy, iam:GetRolePolicy, iam:GetPolicy,
and iam:ListPolicyVersions

« Role F: Entitled to retrieve specific policy document by the versions via
iam:GetPolicy Version

Traditionally, in penetration testing or red team operations, enumeration efforts
are often constrained to the context of a single identity session. While User A is able
to enumerate certain role and group metadata, their view remains incomplete, as the
permissions and policy insights granted to Role_ A, Role E, and Role_F are inaccessible
unless those roles are actively assumed and enumerated. This approach prevents the
correlation and aggregation of permissions across assumed roles, thereby hindering
the construction of a comprehensive, system-wide IAM topology. Such limitations can
lead to an incomplete understanding of privilege boundaries, trust relationships, and
potential privilege escalation vectors within the AWS environment.

The TCREM model fundamentally advances this paradigm by operationalizing
simultaneously transitive cross-role enumeration. When integrated, the model leverages
User_A’s privileges to discover in-scope TAM roles, and autonomously assume each
in-scope TAM role and instantiates temporary sessions for Role A, Role E, and
Role_F concurrently alongside the primary User A session. These parallel enumeration
processes enable the synthesis of permissions and policy data across both the originating
user principal and all assumable roles, therefore, constructing an integrated and multi-
dimensional view of the IAM environment.

Crucially, this approach not only augments the ITAM visibility for User A by
aggregating permissions and policy insights from the assumed roles, but also enables
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Figure 4.7: The Interconnection between Users in CPIEM and Roles in TCREM

the integration with cross-principal IAM enumeration model (CPIEM). In scenarios
involving multiple user principals, each with discrete trust relationships and role
assumption capabilities, the TCREM model orchestrates enumeration sessions for all
user identities and their respective assumable roles. This cooperative enumeration
methodology empowers a holistic assessment of the TAM landscape, facilitating the
discovery of complex privilege chains, indirect privilege escalation pathways, and latent
policy misconfigurations that would otherwise remain undetected under a single-principal
enumeration model.

In summary, the TCREM model represents a significant advancement in TAM
enumeration methodology, enabling security practitioners and penetration testers to
transcend the inherent limitations of isolated principal analysis. Through its support
for concurrent and transitive enumeration, the model fosters a more precise and
exhaustive understanding of access control dynamics, privilege escalation relationships,
and the overall security posture of AWS IAM deployments. This makes SkyEye as
an indispensable framework for both offensive security assessments and defensive IAM
governance within complex cloud environments.
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4.3 TIAM Deep Enumeration Capabilities

This section presents an advanced structure for enumerating TAM user principals, in-scope
IAM groups, and in-scope IAM roles, illustrating the logical chains of actions necessary
to reveal the complete IAM vision context.

4.3.1 Retrieval of In-Scope IAM Groups and In-Scope IAM Roles for
User Principals

SR
e L 22
o —> —
. v—
' )[ User N
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Figure 4.12: How to define in-scope IAM groups and in-scope IAM roles?

Before delving deeper into the enumeration of inline policies and attached managed
policies for related TAM entities, it is necessary to define the related IAM entities
in the scope of the targeting user principals. In the previous section of Transitive
Cross-Role Enumeration Model (TCREM), we discussed how SkyEye will define in-scope
IAM roles. In-scope IAM roles is a set of IAM roles that can be assumed directly
or indirectly by the user principals, which contributes to a broader picture of what
is the complete set of permissions and resources that the user principals can interact
with. On the other hand, in-scope IAM groups are the IAM groups that the user prin-
cipal directly belongs to, and from which it inherits permissions into its own IAM policies.

To retrieve the complete picture of in-scope TAM groups for user principal, it is
necessary to have at least one of these two sets of permissions: iam:ListGroupsForUser;
or iam:ListGroups and iam:GetGroup. The iam:ListGroupsForUser permission will
directly return the IAM groups that the provided user principal ARN belongs to,
while iam:ListGroups and iam:GetGroup will indirectly list all IAM groups and their
membership, requiring to further filter to retrieve the complete set of in-scope IAM
groups.

In term of in-scope IAM roles, it is necessary to have iam:ListRoles permission to

retrieve the complete list of IAM roles, and perform the filtering on AssumeRolePolicy-
Document of each role to disclose which role can be assumed directly by user principal
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or indirectly by the roles that can be assumed by user principal, to accumulate into the
complete set of in-scope IAM roles.

4.3.2 Retrieval of Inline Policies for User Principals

! A 4
iam:ListUserPolicies ! iam:GetUserPolicy oS S { Embedded
Embedded Inline Policies
‘ Inline Policies =0 .
iam:ListGroupPolicies iam:GetGroupPolicy .- Policy Name
Policy Name l. J ec2:... H
DEETD .- >{ Statements ‘
IAM Groups jam:ListRolePolicies jam:GetRolePolicy dynamadb:... -

O
In-scope
IAM Roles

Figure 4.13: The Retrieval of User Principal’s Inline Policies

The enumeration of user principal inline policies begins with the fundamental action
iam:ListUserPolicies. This call enumerates the set of policy names explicitly attached to
a given user principal. Because inline policies are scoped to that specific user identity,
they are frequently overlooked in large environments where common permissions are
often handled through managed policies. However, inline policies can grant powerful
privileges and might be used in exceptional cases that deviate from standard best
practices.

Once the set of inline policy names is acquired through iam:ListUserPolicies, the
next step involves invoking iam:GetUserPolicy. This latter operation retrieves the actual
policy document associated with each policy name enumerated. Through this two-action
chain, SkyEye gain direct visibility into the textual policy statements. By structuring the
retrieval process in discrete steps, SkyEye can automate the enumeration and analysis
of user-specific policies that may impose excessive or contradictory permissions, and en-
sure the complete TAM vision across the permissions from user-specific inline policy scope.

4.3.3 Retrieval of Attached Managed Policies for User Principals

While inline policies are user-specific, attached managed policies represent a more
scalable approach to permission administration within AWS. Enumerating these policies
for a particular user involves initiating iam:ListAttachedUserPolicies, an action that
returns an array of managed policy ARNs attached directly to the user. In typical
organizations, these managed policies might be official AWS-managed policies (e.g.,
AdministratorAccess or AmazonS3ReadOnlyAccess) or custom organizational policies
intended for role-based access control paradigms.

Most managed policies maintain one or more versions. Hence, after capturing the

policy ARNs via iam:List AttachedUserPolicies, it is crucial to delve deeper using either
iam:ListPolicyVersions or iam:GetPolicy in conjunction with iam:GetPolicyVersion.
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Figure 4.14: The Retrieval of User Principal’s Attached Managed Policies

Each Policy ARN retrieved by iam:List AttachedUserPolicies, is then processed via either
iam:ListPolicy Versions or iam:GetPolicy to determine the policy’s versioning state and
to identify the default active version of the customer-managed policy. Subsequently,
iam:GetPolicyVersion provides the structured JSON policy document of a default active
version. This final step completes the chain by disclosing the complete IAM vision
context across the permissions and resources that the user could perform.

As an alternative solution to resolve the specific case that both the permissions
iam:ListPolicyVersions and iam:GetPolicy are not permitted, resulting in the lack of
understanding about the current active version of customer-managed policies. SkyEye
introduces the “Version Fuzzing Algorithms” which will support the fuzzing capabilities
throughout the policy versions of targeting customer-managed policy ARNs, if only
iam:GetPolicyVersion is permitted.

4.3.4 Retrieval of Inline Policies for In-Scope IAM Groups
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Figure 4.15: The Retrieval of In-scope IAM Groups’ Inline Policies

Beyond user-centric investigations, robust TAM enumeration necessarily extends
to group-level analysis. Within AWS, group memberships can significantly change an
individual’s effective permission set. Consequently, the first step in enumerating in-scope
IAM groups which is defined as the groups that a particular user principal belongs to,
often begins with either iam:ListGroupsForUser or a combination of iam:ListGroups
followed by iam:GetGroup to retrieve the situational awareness about the in-scope
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IAM groups. The direct approach iam:ListGroupsForUser yields the list of groups to
which the user belongs. Alternatively, if iam:ListGroupsForUser is not permitted to
perform, SkyEye will switch to invoke iam:ListGroups and iam:GetGroup systematically
to enumerate all existing groups and confirms membership based on the targeting user
principals.

Once the in-scope groups have been identified, the chain proceeds to
iam:ListGroupPolicies for each group. This action enumerates the names of inline
policies residing at the group level. Next, for each policy name discovered, the call
iam:GetGroupPolicy retrieves the underlying policy document. This chain ensures that
every inline policy statement nested within group membership is processed, providing
the full scope of relevant permissions. It is critical in multi-account or multi-group
scenarios where ephemeral group memberships might be leveraged, intentionally or
inadvertently, to circumvent standard user-level constraints. By detailing the chain
from group identification to policy retrieval, SkyEye ensures the complete IAM vision
context across the permissions inherited from in-scope IAM groups, supporting the over-
all situational awareness of current IAM context assigned to the targeting user principals.

4.3.5 Retrieval of Attached Managed Policies for In-Scope IAM
Groups
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Figure 4.16: The Retrieval of In-scope IAM Groups’ Attached Managed Policies

Equivalent to user principals, IAM groups may also have attached managed policies.
These can range from AWS-supplied offerings, typically used to facilitate administrative
tasks (e.g., service-level read/write access), to organization-managed sets of permissions
that envelop departmental or project-based roles. Enumerating these managed policy
attachments for in-scope IAM groups begins with identifying the relevant groups, using
iam:ListGroupsForUser or the pair iam:ListGroups and iam:GetGroup, as discussed in
previous section. The next action in the chain is iam:List Attached GroupPolicies, which
reveals the ARNs of the managed policies attached to the identified groups.

After enumerating these ARNs, the same concluding steps seen in user principal’s

attached managed policy analysis apply: either gather the current active policy version
by using iam:ListPolicyVersions or retrieve through the policy details via iam:GetPolicy,
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then leverage iam:GetPolicyVersion to retrieve the corresponding policy document of
the current active version This final step completes the chain by disclosing the complete
IAM vision context across the permissions and resources that inherited indirectly from
the groups that the user principal belongs to.

As an alternative solution, as discussed in previous sections, to resolve the specific
case that both the permissions iam:ListPolicyVersions and iam:GetPolicy are not
permitted, resulting in the lack of understanding about the current active version
of customer-managed policies. SkyEye introduces the “Version Fuzzing Algorithms”
which will support the fuzzing capabilities throughout the policy versions of targeting
customer-managed policy ARNs; if only iam:GetPolicyVersion is permitted.

4.3.6 Retrieval of Inline Policies for In-Scope IAM Roles
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Figure 4.17: The Retrieval of In-scope IAM Roles’ Inline Policies

While users and groups serve as foundational identity constructs within AWS,
roles offer a pivotal mechanism by which users, services, or other roles can assume
delegated privileges. For an IAM security audit, the scope of roles that a particular
user can assume - directly or indirectly - becomes critical, as it potentially augments the
user’s effective permissions. Identifying such roles includes determining trusted entity
relationships and session token parameters that could extend privileges beyond the
user’s nominal baseline. Once these roles are deemed “in-scope”, SkyEye will investi-
gate any inline policies that may confer additional capabilities only found at the role level.

The operational chain typically commences with an enumeration of all roles using
iam:ListRoles. Although this action returns every role in the account, it is imperative
to filter them to identify only those roles that the user principal can assume directly
or indirectly, as discussed in the Transitive Cross-Role Enumeration Model (TCREM).
Such filtering might rely on analyzing trust policies or gleaning contextual information
from the environment (e.g., previously discovered assume-role statements). Once the
relevant TAM roles are discovered, the next steps involve retrieving the inline policies
of those in-scope IAM roles. The invocation of iam:ListRolePolicies yields the set of
inline policy names for each role, followed by iam:GetRolePolicy to obtain the policy
documents themselves.
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Role-based inline policies are paid particular attention by SkyEye framework, as
these often grant specialized privileges for tightly scoped runtime scenarios (e.g., a role
used by a specific application). If a user principal can assume any such role, that user
effectively inherits these permissions. Thus, enumerating these inline policies is crucial
for constructing the overarching permission graph. By adopting this systematic chain,
no potential extension of privilege remains uncharted.

4.3.7 Retrieval of Attached Managed Policies for In-Scope IAM Roles
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Figure 4.18: The Retrieval of In-scope IAM Roles’ Attached Managed Policies

In addition to uncovering inline policies, attached managed policies at the role level
must also be accounted for. Managed policies, whether AWS-managed or customer-
managed, are frequently used to simplify the administration of privileges across multiple
roles. Hence, a single managed policy can simultaneously grant extensive permissions
to various roles, resulting in potential lateral movement opportunities for an adversary
within a compromised account.

Mirroring the approach used for users and groups, SkyEye framework first establishes
the list of relevant in-scope IAM roles via iam:ListRoles, as discussed in the previous
section and in Transitive Cross-Role Enumeration Model (TCREM). The next step in the
chain focuses on determining which version is currently active. For each policy ARN re-
trieved from iam:ListAttachedRolePolicies, SkyEye either invokes iam:ListPolicy Versions
or iam:GetPolicy to pinpoint the default active version of the policy. Finally, a call to
iam:GetPolicyVersion yields the structured JSON policy document for the identified
active version of the managed policies. By completing these chains, SkyEye reveals
a comprehensive view of the permissions the role confers, ensuring that no hidden
privileges or policy misconfigurations are overlooked.

As an alternative solution, as discussed in previous sections, to resolve the specific
case that both the permissions iam:ListPolicyVersions and iam:GetPolicy are not
permitted, resulting in the lack of understanding about the current active version
of customer-managed policies. SkyEye introduces the “Version Fuzzing Algorithms”
which will support the fuzzing capabilities throughout the policy versions of targeting
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customer-managed policy ARNs; if only iam:GetPolicyVersion is permitted.

4.3.8 Alternative Retrieval by iam:Get Account AuthorizationDetails

Though prior sections detail explicit chains for enumerating the inline and managed
policies of user principals, groups, and roles, SkyEye can also adopt a more holistic
strategy using iam:Get Account AuthorizationDetails. This API call returns a wide range
of authorization details encompassing users, groups, roles, and their corresponding inline
and attached managed policies in a single output. It thus enables SkyEye to capture
a near-comprehensive overview of the account’s IAM configuration without chaining
multiple discrete calls.

Resource filtering is an essential step once the raw data is received from
iam:GetAccountAuthorizationDetails. A large AWS environment might con-
tain hundreds of TAM entities, making it impractical to sift through all permissions
manually. Consequently, best practices dictate programmatically narrowing the output
to only the relevant targeting user principals, in-scope IAM groups, and in-scope IAM
roles (i.e., those that the user principal can assume directly or indirectly).

1

g

sts:AssumeRole @ 1,
. 1

. ’ []

1

1

e : Session:Role_A

O H sts:AssumeRoI&@
. —> > -
=g
1 In-scope _.-~" Session:Role_E
! IAM Roles ’
1
1 sts:AssumeRols@
1 > -
1

Session:Role_F

)
ol
IAM Vision Context @
“‘T.—u
: User_B In-scope
1

_______________

Role_B o " Session:Role_B

IAM Roles

Figure 4.19: iam:GetAccountAuthorizationDetails integrated into CPIEM and TCREM
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As discussed in the Cross-Principal IAM Enumeration Model (CPIEM) and Transi-
tive Cross-Role Enumeration Model (TCREM), during the enumeration process, if the
iam:Get Account AuthorizationDetails permission is detected in run-time at any enumer-
ation stage, to be executable by at least one user principal’s session or role’s session
from similar AWS Account Id, the model will immediately terminate all other session
come from that AWS Account Id, and utilize the iam:GetAccountAuthorizationDetails
permission to retrieve full IAM context of that AWS Account Id, and distribute the

correspondent result to the user principal that involved in the IAM enumeration for that
AWS Account Id.

The benefit of iam:Get Account AuthorizationDetails is unimaginable. Firstly, it re-
duces the overhead typically associated with enumerating each principal or policy inde-
pendently. Secondly, this approach will reduce significantly 95% of the entire scanning
process, and result in a most sufficient IAM outcome for the model while not producing
redundant API invocation, potentially leading to detectable traces in logging. Thirdly, its
consolidated perspective enables a more robust comparison across multiple policy layers,
thereby identifying hidden conflicts and permission redundancies that might otherwise
be missed when analyzing each entity in isolation due to insufficient authorization.

4.3.9 Inverse Enumeration Model for Attached Managed Policy
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Figure 4.20: iam:ListEntitiesForPolicy in Attached Managed Policy Enumeration

While forward enumeration (beginning with the principal and progressing to its
policies) reveals the most direct route to discovering an entity’s privileges, it inherently
risks overlooking configurations if any references to the in-scope principals and entities
were not retrievable due to insufficient authorization in earlier steps. Moreover, an
extensive set of customer-managed and AWS-managed policies across multiple accounts
can introduce complex permission inheritance pathways. In such cases, an inverse
enumeration strategy - starting from the policy and mapping back to the principals -
can demonstrate superior strengths.

The principal mechanism for this inverse enumeration approach is iam:ListEntitiesFor-

Policy, which enumerates all IAM users, groups, and roles attached to a specified policy.
When combined with the chain logic from earlier enumerations, this approach can help
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Figure 4.21: Inverse Enumeration Model by iam:List EntitiesForPolicy

capture any missing elements in the earlier IAM enumeration result. Specifically, if an
assessment by SkyEye uncovers references to attached managed policies that have not yet
been sufficient from the overall analysis, SkyEye will try invoking iam:ListPolicies with
the parameters: Scope="All’; OnlyAttached=True, PolicyUsageFilter =’PermissionsPol-
icy’ (provided if user principal hold sufficient privilege to invoke) and transfer those
returned attached managed policies to iam:ListEntitiesForPolicy, to actively compare
the iam:ListEntitiesForPolicy result of their corresponding principal attachments by
the identified insufficient components to complement to them. If SkyEye was failed to
invoke iam:ListPolicies due to insufficient authorization, SkyEye will revisit all publicly
AWS-managed policy ARNs or previously-discovered customer-managed policy ARNs
and transfer those into iam:ListEntitiesForPolicy call, to complement to the identified
insufficient components in a limited scope.

Technically, iam:ListEntitiesForPolicy — acts as the inverse of com-
mands like iam:ListAttachedUserPolicies, iam:ListAttachedGroupPolicies, and
iam:ListAttachedRolePolicies.  Instead of iterating over each user, group, or role
to find its respective policy attachments, the inverse approach enumerates entities from
the standpoint of each policy. In large-scale AWS accounts, the synergy between forward
and inverse enumeration techniques ensures that SkyEye captures all relationships, even
those formed through less conventional resource configurations. This is essential for
producing a complete IAM graph, minimizing the possibility of overlooking powerful
role or user relationships, or lacking forward enumeration privileges. Combined with
advanced analytics on these enumerations, the inverse approach fortifies the capacity
to detect, analyze, and mitigate privilege-based vulnerabilities before they evolve into
exploitable security weaknesses.
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4.3.10 Deep Comparison Model for Policy Documents of Active Ver-
sion and Historical Versions

In AWS, customer-managed policies constitute a crucial mechanism for organizations
to tailor and maintain precise access control configurations, thereby ensuring that
only the necessary privileges are granted to particular user principals. Notably, AWS
supports up to five concurrent policy versions for each customer-managed policy, with
one version designated as the default active version. This multi-version approach offers
administrators the flexibility to develop and test alternative privilege definitions without
disrupting existing workloads. However, as IAM environments grow increasingly complex
and policies evolve across multiple revisions, identifying permission changes among these
versions becomes essential for maintaining robust security postures.
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Figure 4.22: Gathering Policy Documents of Each Customer-Managed Policy Version
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Figure 4.23: The Core of Deep Comparison Model

To address this challenge, the proposed model systematically compares policy state-
ments between the DefaultPolicyVersionld and each OtherVersionld. By focusing on
elements such as Effect (Allow or Deny), Action, NotAction, Resource, and NotResource,
the model creates a comprehensive mapping of how privileges shift between versions.
This mapping classifies changes into distinct categories: New, NotChange (Kept), and
Removed (Old). Thereby highlighting which privileges would be gained, retained,
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or lost if a future iam:SetDefaultPolicyVersion operation were to activate an older
version. Consequently, security professionals can precisely forecast the ramifications of
reverting to any previous policy version, enabling informed decisions on whether updates
would inadvertently grant excessive permissions or compromise necessary access controls.

The significance of this model lies in its capability to provide granular insights that
surpass manual policy analysis methods. Traditional diff-based techniques can overlook
subtle AWS TAM policy language nuances such as multiple Resource definitions or
intricacies in combined NotAction statements. The proposed model not only captures
these complexities but also contextualizes them, streamlining the process of identifying
privilege escalations and ensuring continuous adherence to the principle of least privilege.
This consistent, automated approach assists organizations in establishing a clear audit
trail of changes, reducing the risk of unintended permission expansions and compliance
violations.

Furthermore, this method promotes proactive risk assessment by illustrating the
potential effects associated with activating any non-default version. As security teams
or penetration testing teams frequently grapple with privilege misconfigurations, the
ability to predict precisely which permissions would be introduced or eliminated affords
a powerful framework for safeguarding mission-critical infrastructure, or conducting an
effective privilege escalation attack vector by penetration testing team. In addition, such
systematic enumeration and comparison fosters an integrated security posture, wherein
cloud governance aligns with business objectives while preserving compliance standards.
Ultimately, this algorithm underscores the dynamic nature of TAM policies, equipping
practitioners with an advanced methodology for analyzing multiple policy versions and
reinforcing a secure and well-defined access control framework.

4.4 The Integration of MITRE ATT&CK Cloud

The extensible dataset underpinning the SkyEye framework is foundational to its
practical utility, as it systematically maps nearly 20,000 AWS actions to corresponding
severity-level classifications and contextual adversarial behaviors. Within SkyEye, the
capability to detect, classify, and categorize all AWS actions into risk levels ranging
from Low, Medium, High, and Critical, to those specifically denoted as PrivEsc-Vector,
represents a pivotal advancement in threat exposure. By mapping each AWS action
with relevant MITRE ATT&CK tactics, techniques, and sub-techniques, the framework
facilitates granular, multi-dimensional mapping that illuminates how adversaries might
exploit specific permissions to achieve objectives such as data exfiltration, persistence
within systems, or the sabotage of production workloads. This alignment with the
MITRE ATT&CK cloud matrix not only enhances methodological rigor but also
reinforces both automated detection mechanisms and strategic countermeasures by
highlighting concrete adversarial behaviors and attack pathways.

A noteworthy aspect of this classification is the thoroughness with which abuse
methodologies are delineated for each permission. SkyEye framework maps every AWS
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Figure 4.24: The Integration of Severity-level, Abuse Methodology and MITRE ATT&CK

action to a structured Abuse Methodology description, articulating how a threat actor
might employ that permission to achieve lateral movement, privilege escalation, or data
destruction. For instance, a High or Critical classification indicates that an AWS action
may allow the modification of critical resources or the near-complete takeover of a
specific service, while a PrivEsc-Vector label flags permissions that could directly elevate
user privileges beyond their original scope. These detailed references, accompanied
by example commands to illustrate the abuse, offer a practical vantage point for the
teams to anticipate potential attack vectors and construct effective attack simulation.
Such clarity not only highlights which permissions are of particular concern but also
enables penetration testing teams to gain a complete situational awareness regarding the
environment, or security teams to devise proactive incident response actions.

The detailed mapping to MITRE ATT&CK tactics, techniques, and sub-techniques
ensures that the final TAM enumeration result provided by SkyEye framework, is
immediately actionable. By labeling each permission with a Tactic code (e.g., Privilege
Escalation), Technique code (e.g., T1078 for Valid Accounts), and sub-technique code
(as applicable), cloud security engineers or penetration tester can focus on the most
salient threats in the targeting cloud environment. This layered approach proves ben-
eficial during compromise assessments, facilitating the correlation of known adversary
techniques with existing permissions. Consequently, the classification system bridges the
gap between theoretical knowledge of adversary behaviors and the practical realities of
maintaining secure cloud deployments.

From a defensive perspective, this severity-based categorization guides the develop-
ment of fine-grained access control policies. Security teams can prioritize the remediation
of permissions that have been flagged as Critical or PrivEsc-Vector by restricting or
removing them. Additionally, this enables more data-driven policy recommendations,
where developers and operations staff can gain better awareness of the privileges they
request, thereby aligning their environment with the principle of least privilege. Such
alignment reduces the overall attack surface by methodically limiting the exposed hooks
that malicious actors might try to exploit. When integrated into continuous deployment
pipelines, these disciplined guardrails systematically enforce best practices, promoting a
robust security posture.

On the other hand, an offensive or red-team perspective leverages the same classifica-
tion schema for scenario-based testing and vulnerability exploration. By systematically
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probing permissions labeled as High or Critical or chaining with the identified permissions
labeled as Low or Medium, offensive security team can simulate advanced adversary
behaviors, thus validating alert mechanisms and identifying real-world paths to privilege
escalation. Having explicit example commands to abuse the identified vulnerabilities
shortens the feedback loop between reconnaissance and exploitation phases, thereby
improving the sophistication and realism of penetration testing exercises. This cyclical
process of assessment and remediation ensures that misconfigurations and dangerous
permissions are swiftly discovered, cataloged, and neutralized.

In general, this capability systematically categorizes and illustrates each AWS action’s
inherent risk, associated MITRE ATT&CK mapping, Abuse Methodology description,
and sample abuse commands marks a cornerstone in modern cloud security. The ability
to visualize and quantify risk in such depth fosters a decisive advantage for organizations
striving to maintain compliance, harden their assets, and prevent potential adversaries.
As cloud environments evolve in complexity, this synergy of detailed enumeration,
severity classification, and actionable intelligence empowers both defenders and ethical
adversaries to make informed and strategic decisions, ultimately fortifying the resilience
and integrity of AWS-based infrastructures.
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Chapter 5

Evaluation

5.1 Proposed Scenarios

Scenario [S1]:

Scenario 1 represents the most ideal and comprehensive environment for analyzing AWS
IAM policy discovery chains. In this setup, a single IAM user (S1_UserA) is assigned
a variety of inline and managed policies, both directly and indirectly through group
membership and assumable roles. Each policy provides granular permissions related
to TAM actions, including listing and retrieving user, group, and role policies, as well
as permissions for other AWS services such as S3, Lambda, and EC2. This scenario
allows for an exhaustive demonstration of IJAM entitlement enumeration and cross-policy
visibility.

Scenario [S2]:

Scenario 2 explores a variation of TAM policy enumeration where the action
iam:ListGroupsForUser is replaced by the combination of iam:ListGroups and
iam:GetGroup. This adjustment reflects environments where group membership must
be deduced indirectly. The scenario involves a user (S2 UserA) with a mix of inline
and attached managed policies, group membership, and an assumable role. Permissions
span both TAM-related actions and supplemental AWS services (AIOps, IoT, S3, EC2,
Lambda), illustrating how diverse policy chains enable visibility and access across AWS
resources.

Scenario [S3]:

Scenario 3 focuses on the use of iam:GetPolicy instead of iam:ListPolicyVersions for pol-
icy enumeration within AWS TAM. This reflects an environment where policy details
are accessed directly rather than through version listings. The scenario features a user
(S3__UserA) with various inline and managed policies, group membership, and an as-
sumable role, including permissions across IAM, AlIOps, IoT, S3, Lambda, EC2, and
Routeb3 services. This setup demonstrates how entitlement and policy discovery chains
adapt when the available IAM actions change.
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Scenario [S4]:

Scenario 4 demonstrates an IAM environment where both iam:ListPolicyVersions and
iam:GetPolicy are unavailable for policy enumeration. This limitation means that direct
access to policy version details is not possible, requiring iam:GetPolicyVersions with
"Versions Fuzzing Algorithm" which is introduced in this paper to discover and enumerate
entitlements of policy document. The scenario still includes a user (S4_ UserA) with inline
and attached managed policies, group membership, and an assumable role, illustrating
how entitlement visibility chains must adapt when critical enumeration actions are absent.

Scenario [S5]:

Scenario 5 explores the wuse of iam:ListEntitiesForPolicy as an alternative to
iam:ListAttachedRolePolicies and iam:List AttachedGroupPolicies for identifying which
users, groups, or roles are attached to a given policy. This adjustment demonstrates how
policy-to-entity relationships can be enumerated even when direct attachment-listing ac-
tions are restricted. The scenario features a user (S5_UserA) with comprehensive inline
and managed policies, group membership, and an assumable role, all enriched with per-
missions spanning TAM, AIOps, IoT, Bedrock, S3, Lambda, EC2, Routeb3, Kinesis, and
AmazonMQ services. It highlights flexible enumeration strategies in complex IAM envi-
ronments.

Scenario [S6]:

Scenario 6 focuses on environments where all iam:ListAttached*Policies actions
(for wusers, groups, and roles) are unavailable, and enumeration must leverage
iam:List EntitiesForPolicy and iam:ListPolicies. This approach illustrates the ability to
enumerate policy attachments and available managed policies by listing all policies and
then determining their associations. The user (S6_ UserA) is equipped with rich inline
and managed policies, has group membership, and can assume a role, spanning permis-
sions across diverse AWS services. This scenario demonstrates flexible policy discovery
strategies when direct attachment-listing actions are missing.

Scenario [ST7]:

Scenario 7 illustrates an IAM environment where the ideal set of IAM enumeration and
discovery permissions is concentrated within a Role, rather than being distributed among
Users or Groups. This configuration demonstrates the power of role assumption for policy
visibility and entitlement discovery, as the role (S7_RoleA) possesses comprehensive TAM
listing and retrieval privileges. The user (S7_UserA) and their group have limited direct
[AM permissions, focusing more on non-IAM AWS services. This scenario highlights
how centralizing enumeration capabilities in a role can facilitate entitlement mapping
and cross-account or privilege escalation investigations.

Scenario [S8]:

Scenario 8 demonstrates a sophisticated transitive cross-role enumeration model, where
the ideal IAM policy discovery and enumeration privileges are distributed across multiple
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roles in a chained, assumable sequence. Starting with a user (S8_UserA) who can assume
S8 RoleA, each subsequent role (S8 RoleB, S8 RoleC, S8 RoleD) is assumable by the
previous one, forming a privilege escalation path (S8_UserA — S8 RoleA — S8_RoleC
— S8 RoleD). Policy discovery actions are spread throughout these roles, requiring the
user to traverse multiple assumptions to achieve full entitlement visibility. This scenario
models real-world advanced enumeration and privilege escalation tactics in complex AWS
environments.

Scenario [S9]:

Scenario 9 highlights the impact of granting the iam:GetAccountAuthorizationDetails
permission directly to a user or group. This action provides comprehensive visibility
into all TAM users, groups, roles, and their associated policies within an AWS account,
enabling a single API call to enumerate most entitlements and relationships. The scenario
features a user (S9_ UserA) with this powerful permission and a mix of other service-level
permissions distributed across user, group, and assumable role constructs. This setup
emphasizes how a single IAM action can streamline and centralize entitlement discovery
for security reviews or audits.

Scenario [S10]:

Scenario 10 demonstrates  the  impact of  granting the  powerful
iam:GetAccountAuthorizationDetails permission within a role (rather than directly
to a user or group). When a user (S10_UserA) assumes S10_RoleA, they gain the
ability to enumerate nearly all IAM entities and their policies for the account through
a single API call. This centralized entitlement discovery mechanism is enhanced by
additional permissions spread across the user, group, and role, showcasing how key
privileges embedded in assumable roles can facilitate comprehensive security reviews or
privilege escalation.

Scenario [S11]:

Scenario 11 demonstrates a transitive cross-role enumeration model where the highly
privileged iam:GetAccountAuthorizationDetails permission is only available at the
end of a chained sequence of assumable roles. The initial user and groups have no
direct entitlement discovery privileges, but by assuming a series of roles (S11_ UserA —
S11_RoleA — S11_RoleB — S11_RoleC — S11_RoleD), the user ultimately obtains
the ability to enumerate all IAM entities and their relationships within the AWS account
via a single API call. This scenario highlights advanced techniques for privilege escalation
and account-wide TAM visibility in complex AWS environments.

Scenario [S12]:

Scenario 12 demonstrates an enumeration model in which all key IAM policy and entity
discovery permissions are concentrated in a role rather than directly assigned to users or
groups. In this scenario, all iam:ListAttached*Policies, iam:ListPolicyVersions,
and iam:GetPolicy actions are absent. Instead, the role (S12_RoleA) leverages
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iam:ListEntitiesForPolicy and iam:ListPolicies for inverse enumeration of pol-
icy’s attachment. The iam:ListPolicies action is scoped to customer-managed poli-
cies, and the mapping between policies and their attached entities is achieved inversely
via iam:ListEntitiesForPolicy. Moreover, it highlights the importance of "Versions
Fuzzing Algorithm" as demonstrated previously in the paper, to expose the policy’s ver-
sion without requiring the sufficient IAM permissions. This model mirrors real-world
least-privilege or audit scenarios, emphasizing indirect but effective entitlement enumer-
ation without being permitted tp discover attachment or policy versions.

Scenario [S13]:

Scenario 13 models an ideal entitlement enumeration environment using a transitive cross-
role enumeration model, where all key IAM enumeration permissions are distributed
among a chain of assumable roles, rather than granted directly to users or groups.
Critically, the scenario removes both iam:ListPolicyVersions and iam:GetPolicy,
requiring the use of the "Versions Fuzzing Algorithm" as previously introduced in this
paper for discovering and retrieving policy versions. This forces enumeration tooling
to rely on indirect methods (such as sequentially attempting to retrieve versions via
iam:GetPolicyVersion) to reconstruct the set of policy document versions in the ab-
sence of permissions allowing the retrieval of policy’s versions. The scenario demonstrates
how even without explicit permissions, full entitlement visibility can be achieved through
creative enumeration and role chaining.

Scenario [S14]:

Scenario 14 presents again an advanced transitive cross-role enumeration model, where all
key IAM enumeration and policy discovery permissions are distributed across a chain of
assumable roles rather than assigned to users or groups. This scenario removes all direct
attachment listing permissions (iam:ListAttached*Policies), as well as policy version
listing permissions: (iam:ListPolicyVersions, iam:GetPolicy). Instead, enumeration
relies on iam:ListEntitiesForPolicy and iam:ListPolicies. The mapping of policies
to entities is performed using an inverse enumeration model by firstly listing policies,
then deterministically mapping to principals using iam:ListEntitiesForPolicy. For
policy version enumeration and retrieval, the "Versions Fuzzing Algorithm" described
in this paper is required, allowing for creative discovery of policy versions even without
direct listing permissions. This scenario highlights both the flexibility and the complexity
of modern transitive cross-role enumeration model and the flexibility in enumeration
capabilities to expose the complete IAM vision context, even in least-privilege situation.

Scenario [S15]:

Scenario 15 demonstrates an effective utilization of cross-principal TAM enumeration
model, in which multiple users possess distinct but complementary IAM permissions.
Instead of a single principal holding all enumeration rights, each user (S15_UserA,
S15_UserB, S15_UserC, S15_ UserD) is granted specific, partial IAM discovery actions.
Only by combining the permissions of all users can a complete picture of entitlements,
including inline and attached managed policies for IAM users, in-scope IAM groups, and
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in-scope IAM roles, to be fully revealed. This scenario models real-world environments
where attackers or auditors could identify multiple AWS credentials in the reconnais-
sance, and correlate the permissions from several user principals to fully enumerate the
complete IAM vision context of each user.

Scenario [S16]:

Scenario 16 demonstrates the most comprehensive enumeration approach by combin-
ing the cross-principal IAM enumeration model with the transitive cross-role enumer-
ation model. In this scenario, multiple users (S16_UserA, S16_UserB, S16_UserC,
S16_ UserD) are each granted distinct but complementary IAM permissions. These users
are also associated with intricate chains of assumable roles, where each role exposes only
a subset of the required IAM discovery actions. Only by aggregating the permissions
from all users and traversing their respective role chains can a complete entitlement map,
including inline and attached managed policies for user principals, in-scope IAM groups,
and in-scope TAM roles, to be fully discovered. This scenario reflects real-world situa-
tions where security teams or adversaries must chain together disparate IAM permissions
from multiple credentials and role assumption paths to reveal the true and complete IAM
vision context across gathered AWS credentials.

Scenario [S17]:

Scenario 17 demonstrates an effective utilization of the cross-principal IAM enumeration
model. In this scenario, one among several users (S17_UserC, via group policy) has the
powerful iam:GetAccountAuthorizationDetails permission, which enables comprehen-
sive enumeration of all TAM entities and their policies. The remaining users (S17_ UserA,
S17_UserB, S17_UserD) do not have any IAM operational permissions in term of discov-
ery, therefore cannot achieve full TAM visibility by itself. Only by correlating permissions
from S17 UserC - iam:GetAccountAuthorizationDetails to retrieve a complete view
of their TAM vision context, including inline and attached managed policies for IAM users,
in-scope IAM groups, and in-scope IAM rolesbe. This reflects real-world reconnaissance
or audit cases where multiple credentials are discovered and at least one credential has
the powerful permission iam:GetAccountAuthorizationDetails to support other user
principals revealing their own IAM vision context.

Scenario [S18]:

Scenario 18 demonstrates a hybrid enumeration case study that leverages both cross-
principal TAM enumeration model and transitive cross-role enumeration model. Mul-
tiple users (S18 UserA, S18 UserB, S18 UserC, S18 UserD) are present, each with
different and complementary permissions. Each user also maintains one or more as-
sociated roles, forming role assumption chains. In this scenario, the highly privileged
iam:GetAccountAuthorizationDetails action is granted at the end of a transitive role
chain for one user (S18 UserD), but not directly to any user. As a result, obtaining a
complete vision of AWS TAM entitlements (including inline and attached managed policies
for users, groups, and roles) requires aggregating actions across all users and traversing
the role chain to reach the powerful entitlement of discovery action. This scenario reflects
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real-world audit or red team situations where the combination of multiple credentials and
deep role traversal is necessary to achieve exhaustive IAM visibility.

Scenario [S19]:

Scenario 19 demonstrates the cross-principal IAM enumeration model in which multiple
users (S19_UserA, S19_UserB, S19_UserC, S19_UserD) have distinct but comple-
mentary TAM discovery and enumeration permissions. In this scenario, critical actions
iam:ListPolicyVersions and iam:GetPolicy are intentionally removed, requiring
enumeration by utilizing the "Versions Fuzzing Algorithm" which is previously introduced
in this paper, iteratively calling iam:GetPolicyVersion, to discover and retrieve policy
versions and documents. Only by combining the permissions of all gathered AWS
credentials, can reveal the full set of entitlements (inline and attached managed policies
for TAM users, in-scope IAM groups, and in-scope IAM roles). This scenario reflects
real-world security or audit cases where direct access to policy metadata is lacking and
advanced enumeration logic is necessary to reconstruct the complete IAM context.

Scenario [S20]:

Scenario 20 combines the transitive cross-role enumeration model and the cross-principal
IAM enumeration model. Multiple users (S20_UserA, S20_UserB, S20_UserC,
S20_ UserD) each possess distinct but complementary TAM permissions. These users are
associated with various assumable roles, forming deep role chains. In this scenario, direct
access to iam:ListPolicyVersions and iam:GetPolicy is removed from all principals,
enforcing the use of the "Versions Fuzzing Algorithm" (as previously introduced in this
paper) with iam:GetPolicyVersion to enumerate managed policy versions. Only by
combining permissions from all users and traversing their role chains can reveal a com-
plete picture of AWS TAM entitlements (including inline and attached managed policies
for TAM users, in-scope IAM groups, and in-scope IAM roles). This scenario reflects
advanced audit or red team use cases where privilege is distributed and enumeration
must be both cooperative and technically creative.

Scenario [S21]:

Scenario 21 demonstrates the use of the iam:SimulatePrincipalPolicy permission,
which allows simulation of the effective permissions for any AWS action granted to IAM
users, groups, and roles. In this scenario, iam:SimulatePrincipalPolicy is granted to a
user via an attached managed policy, enabling them to simulate policies across their own
user identity, their group membership, and along an assumable transitive role chain. This
scenario reflects the power of simulation APIs to reveal the effective permissions model
without requiring direct enumeration of every inline and attached policy, and is especially
relevant for audit and security review workflows that need to understand real-world access
for complex principal chains.
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Scenario [S22]:

Scenario 22 highlights the powerful technique of fuzzing AWS read-only actions for recon-
naissance and resource enumeration, without relying on any TAM-specific enumeration
action. In this environment, the user and associated principals lack TAM discovery per-
missions, but possess a variety of descriptive and listing actions across AWS services
(e.g., s3:ListBuckets, ec2:Describelnstances, lambda:ListFunctions). By system-
atically invoking these read-only actions, an operator can enumerate resources, under-
stand the account’s cloud footprint, and indirectly reveal significant information about
the environment. This scenario demonstrates the importance of not overlooking non-IAM
permissions when assessing privilege escalation and lateral movement risks.

5.2 Scenario-based Benchmarking between SkyEye and other
frameworks

To rigorously evaluate the effectiveness of advanced TAM enumeration frameworks, we
designed a comprehensive scenario-based benchmarking methodology. Our empirical
study encompasses a set of twenty-two meticulously crafted scenarios within AWS
Identity and Access Management, spanning the core entities of IAM Users, Groups,
Roles, and Policies. The primary objective is to systematically compare our proposed
framework ("SkyEye") integrated by our proposed core models: CPIEM, TCREM, and
several TAM deep enumeration capabilities as demonstrated in the previous chapter,
against six established and reputable IAM enumeration frameworks currently available
in the field.

For each scenario, a controlled AWS environment was provisioned, containing a blend
of inline and attached managed policies, nested group memberships, diverse trust policy
configurations as presented in the previous section in this chapter. By approaching it
with a black-box perspective, standardized AWS credentials of involving user principals
with permissions tailored to each scenario, were supplied to every framework under the
benchmarking process. The enumeration results produced by each tool were collected
and subjected to detailed analysis, focusing on multiple critical dimensions of TAM
visibility.

Specifically, the benchmarking process measured the capability of each framework to
enumerate deeply: (a) inline polcies and attached managed policies of user principals,
in-scope IAM groups which are defined as those to which the enumerated users belong,
and in-scope TAM roles which are encompassing roles that a user can directly or
indirectly assume via trust relationships. The outputs were further analyzed for their
completeness in revealing complete TAM vision context of targeting user principals,
ensuring the comprehensive situational awareness regarding to their permissions and
resources that can be interacted with, opening for the understanding of potential
pathways in privilege escalation, data exfiltration, resource abuse, and threats to the
integrity and confidentiality of the AWS environment.

Effectiveness was quantified as the percentage of discovered entities and relationships
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relative to the known ground truth of each scenario. Our methodology also stressed the
frameworks’ capacity to surface actionable intelligence, such as identification of latent
privilege escalation paths and detection of configurations susceptible to abuse.

This scenario-driven, empirical approach ensures that the comparative analysis is
both robust and practically relevant. By leveraging real-world AWS configurations and
a diverse set of abuse scenarios, we provide a nuanced assessment of strengths and limi-
tations for each framework. The results not only highlight the advancements introduced
by our proposed SkyEye framework and its integrated models in IAM enumeration and
threat modeling, but also establish a foundational benchmark for future research and tool
development in cloud security situational awareness.

5.2.1 Weighting Methodology for Proposed Scenarios

User Principal 1.00
— [User] Inline Policies (PolicyName) 0.06
— Detail Policy Documents (Policy Statement) 0.06

— [User] Attached Managed Policies (PolicyName + Policy ARN) 0.06
— Default Policy Version Id 0.06

— Detail Policy Documents (Policy Statement) 0.06

— In-scope TAM Groups (Groups that the user belongs to) 0.05
— [Group] Inline Policies (PolicyName) 0.06

— Detail Policy Documents (Policy Statement) 0.06

— [Group] Attached Managed Policies (PolicyName + PolicyARN) 0.06

— Default Policy Version Id 0.06

— Detail Policy Documents (Policy Statement) 0.06

— In-scope TAM Roles (Roles that user can assume directly or in-directly) | 0.05
— [Role] Inline Policies (PolicyName) 0.06

— Detail Policy Documents (Policy Statement) 0.06

— [Role] Attached Managed Policies (PolicyName + Policy ARN) 0.06

— Default Policy Version Id 0.06

— Detail Policy Documents (Policy Statement) 0.06

Table 5.1: Benchmarking Weights

To ensure a granular, equitable, and reproducible comparative assessment of TAM
enumeration capabilities, each of the 22 scenarios is structured with a precise weighting
schema that reflects the hierarchical and relational complexity of AWS TAM entities.
For scenarios involving a single user (Scenarios 1-14), the evaluation framework assigns
discrete percentage weights to each discovery dimension, encompassing inline policies,
attached managed policies, group and role associations, and detailed extraction of policy
documents. Specifically, the enumeration of inline policy names and their detailed
policy documents accounts for 0.06 each, while attached managed policies and their
corresponding default policy version and detail policy documents similarly contribute
0.06 each. The identification of in-scope IAM groups and roles, as well as the ability
to enumerate their associated inline and managed policies, is weighted at 0.05 and 0.06
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per objects, respectively. These weights cumulatively ensure that each scenario sums
to 1, providing a holistic metric of enumeration coverage.In scenarios where there are
multiple objects within a benchmarking category such as in-scope IAM groups, in-scope
IAM roles, inline policies, or attached managed policies, the total assigned weight for
that category is distributed equally among all objects in the category. Specifically, the
weight allotted to each category is divided by the number of objects present, ensuring
that the sum of the scores for all objects in that category does not exceed the maximum
designated weight for the category. This approach maintains consistency and fairness in
benchmarking, regardless of the number of objects enumerated within each evaluative
dimension.

For scenarios featuring multiple users (Scenarios 15-20), the methodology applies the
same weighting criteria; however, all percentages are divided equally among the involved
users. For example, when four users participate in a scenario, each user’s enumeration
facets are apportioned such that the aggregate coverage across all users remains at 1.
This proportional allocation maintains fairness in comparative analysis and accounts for
the increased complexity introduced by multi-user environments. For the framework that
does not support the multiple-user scanning, we will run separately multiple credentials
for that framework to ensure the fairness in benchmarking.

Scenario 21 leverages the "iam:SimulatePrincipalPolicy" API to test a framework’s
ability to enumerate effective permissions via policy simulation. Here, the weighting
is adjusted to emphasize the intersection of user and group policy simulation, with
in-scope IAM group association, separated inline policies, consolidation of managed
policies, and their details in default policy version and policy documents weighted at
0.05 (group association), 0.06 (separated inline policies) and 0.12 (consolidated managed
policies) respectively. For the role trust relationship and their policy details in inline
policies and managed policies, they are weighted similar to the methodology for scenario
1-14 as discussed previously. This scenario highlights each framework’s proficiency in
aggregating and simulating permissions across composite IAM relationships, reflecting
real-world access evaluation workflows.

Scenario 22 introduces a fuzzing-based approach, wherein the outputs of permission
fuzzing are directly compared to a pre-established set of expected permissions. This
scenario departs from fixed percentage weights, instead focusing on the completeness
and accuracy of discovered permissions relative to the scenario baseline.

This meticulous weighting methodology, applied consistently across all scenarios, un-
derpins the validity and reproducibility of our benchmarking results. By quantifying
discovery coverage with fine-grained percentages, the framework enables nuanced differ-
entiation between competing enumeration tools and models, illuminating strengths and
weaknesses at every layer of [AM complexity.

63



5.2.2 Calculation Methodology

Delving deeper into calculation methodology, it is necessary to ensure objectivity
and reproducibility in benchmarking TAM enumeration frameworks, we formalize the
calculation of enumeration coverage using precise mathematical notation. Let S denote
the set of all scenarios, indexed by s, with N, representing the total number of in-scope
entities or relationships to be enumerated in scenario s. For each framework F', let Ep ;
be a binary indicator where Er,; = 1 if entity or relationship ¢ in scenario s is correctly
enumerated by framework F', and Er,; = 0 otherwise.

Each entity or relationship ¢ in scenario s is assigned a scenario-specific weight w;
(e.g., 0.06, 0.12, 0.05, etc.), such that the sum over all 7 in s satisfies:

N,
Z Ws,; = 1
i=1

The coverage score Cr, for framework [ in scenario s is then computed as:

N
CF,s = Zws,z‘ : EF,s,z'
i=1

where 0 < Cf, < 1, representing the proportion of correctly enumerated entities,
weighted by their scenario-specific importance.

For scenarios involving multiple users (e.g., U users in scenario s), the weights for
user-specific entities are divided by Uy to ensure the total weights for all users sum to 1:

(u) Ws 5

S,i - U
S

w

where ng? denotes the weight assigned to entity ¢ for user u.

For the scenario 22, let P, denote the set of all permissions expected in the scenario,
and Pr 4 denote the set of permissions discovered by framework F'. The coverage score is
calculated as:

Cfuzz — |PF7S N PS|
F,s | Ps|
The overall coverage score C for framework F' across all scenarios is the average:
1
Cr = ? Z OF,S
’ ‘ seS

This formalization enables a transparent and rigorous benchmarking of enumeration
effectiveness, accommodating both scenario-specific weighting and diverse entity distri-
butions, including nested and multi-user scenarios.
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5.2.3 Benchmarking Table

In this section, we will perform an assessment for the capability of enumerating TAM
vision context between our framework ('SkyEye') and other frameworks, applying pro-
posed scenarios with the previously-discussed methodology in weighting and calculation.

aSkyEye  PCloudPEASS [2]  ScoutSuite [5] 4CloudFox [1] °¢PACU [1] ‘fenumerate-iam [3]
Scenario Framework?® | FrameworkP | Framework® | Frameworkd | Framework® | Framework?
Scenario [S1] 1.00 0.65 0.05 0.00 0.16 0.05
Scenario [S2] 1.00 0.30 0.10 0.025 0.10 0.10
Scenario [S3] 1.00 0.41 0.06 0.031 0.45 0.16
Scenario [S4] 1.00 0.41 0.52 0.29 0.21 0.16
Scenario [S5] 0.895 0.47 0.00 0.05 0.16 0.05
Scenario [S6] 1.00 0.29 0.00 0.00 0.16 0.00
Scenario [ST7] 1.00 0.00 0.00 0.05 0.05 0.00
Scenario [S8] 1.00 0.00 0.05 0.05 0.05 0.05
Scenario [S9] 1.00 0.00 0.00 0.00 1.00 1.00
Scenario [S10] 1.00 0.00 0.00 0.05 0.05 0.05
Scenario [S11 1.00 0.00 0.05 0.05 0.05 0.05
Scenario [S12 1.00 0.00 0.00 0.05 0.05 0.05
Scenario [S13 1.00 0.00 0.00 0.05 0.05 0.05
Scenario [S14 1.00 0.00 0.00 0.05 0.05 0.05
Scenario [S15 1.00 0.0425 0.04 0.04 0.04 0.00
Scenario [S16 1.00 0.0275 0.00 0.00 0.0625 0.00
Scenario [S17] 1.00 0.00 0.00 0.00 0.25 0.25
Scenario [S18] 1.00 0.00 0.00 0.00 0.00 0.00
Scenario [S19] 1.00 0.0425 0.18 0.00 0.3125 0.00
Scenario [S20] 1.00 0.0275 0.00 0.00 0.0125 0.013
Scenario [S21] 1.00 0.65 0.00 0.00 0.05 0.00
Scenario [S22] 0.90 0.00 0.00 0.00 0.00 0.90

Table 5.2: The benchmarking across SkyEye and 6 published frameworks by 22 proposed

scenarios

65




Chapter 6
Future Works

While this paper has established the significance and efficacy of the SkyEye framework
and its proposed models: Cross-Principal IAM Enumeration Model (CPIEM), Transitive
Cross-Role Enumeration Model (TCREM), advanced IAM deep enumeration capabilities,
and the systematic integration of MITRE ATT&CK mapping and severity-level classifi-
cation; there remain several promising avenues for future research and development to
further advance the state of IAM enumeration and cloud security analytics.

The current instantiation of the SkyEye framework is tailored primarily to the AWS
ecosystem. However, as cloud adoption diversifies, organizations increasingly rely on
heterogeneous cloud environments, often leveraging Microsoft Azure, Google Cloud
Platform (GCP), and other providers in parallel. FEach platform introduces unique
identity constructs, policy languages, and privilege management paradigms. Therefore,
a critical direction for future work is the adaptation and generalization of the SkyEye
models to support comprehensive, multi-cloud IAM enumeration. This would require the
development of abstraction layers capable of normalizing disparate IAM representations
and integrating platform-specific enumeration primitives, while preserving the core
models and capabilities of the framework.

The integration of MITRE ATT&CK matrix and severity-level classification in
SkyEye offers a structured approach to contextualizing TAM exposures. Future work
should deepen this integration by incorporating automated adversarial simulation
modules capable of emulating advanced persistent threat (APT) behaviors, lateral
movement techniques, and privilege escalation scenarios specific to each cloud provider.
Furthermore, machine learning techniques could be explored to refine risk scoring mod-
els, leveraging empirical attack patterns and real-world incident datasets to prioritize
enumeration targets and remediation actions more effectively.

Moreover, while the SkyEye framework is mainly developed for offensive security, it
is recommended to utilize the proposed models of SkyEye framework in developing a
framework that primarily focuses on defensive security aspect which can recommend and
potentially automate remediation steps for detected IAM misconfigurations. This could
involve the use of policy synthesis algorithms, guided least-privilege recommendations,
and automated policy deployment routines, all governed by robust change management
and audit controls. Such capabilities would close the loop from detection to remediation,
further reducing the risk of privilege-based cloud compromise.
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Chapter 7

Conclusion

This paper has introduced SkyEye, a comprehensive framework for advanced TAM
enumeration in AWS cloud environments, along with its proposed models: the Cross-
Principal IAM Enumeration Model (CPIEM), the Transitive Cross-Role Enumeration
Model (TCREM), and a suite of deep IAM enumeration capabilities. SkyEye provides
a robust mechanism for cooperative multi-principal IAM enumeration simultaneously
between multiple principals that uncovers the privilege relationships, transitive trust
paths, and hidden permissions that prior-art frameworks and models were unable to
achieve due to the limitations of single-principal enumeration. Furthermore, SkyEye
systematically integrates risk scoring and mapping to the MITRE ATT&CK Cloud
matrix, enabling the identification of potential vectors for privilege escalation within
cloud infrastructures.

By decomposing and formalizing the enumeration chains necessary for the exhaustive
discovery of TAM users, groups, roles, and policies; and through the development of
the CPIEM and TCREM models; SkyEye addresses the limitations of conventional
IAM enumeration frameworks, significantly reducing false negatives and enhancing the
overall accuracy of cloud security assessments. In addition, the framework’s ability to
incorporate both forward and inverse enumeration techniques, coupled with situational
awareness enabled by deep comparison of policy states and versioning, ensures a holistic
understanding of complex dynamic IAM configurations in real-world cloud environments.

The practical utility of SkyEye is underscored by its extensible dataset, which system-
atically maps nearly 20,000 AWS actions to the corresponding risk-level classifications
and clearly describes the techniques leveraged by threat actors. This extensive mapping,
in conjunction with SkyEye’s alignment with industry-standard adversarial models,
enables the framework to provide actionable insights for both offensive and defensive
security operations. Furthermore, as organizations increasingly adopt multi-cloud
strategies, the architectural flexibility of the SkyEye framework lays a robust foundation
for broader applicability, facilitating comprehensive cross-platform enumeration and
adaptive threat modeling. Taken together, these attributes position SkyEye as a
significant framework to advance the state of cloud security research and practice.

Nevertheless, the evolution of cloud identity and access management presents ongoing

challenges. The paper has outlined promising directions for future research, including
multi-cloud support, dynamic adversarial simulation, automated remediation, and the
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integration of machine learning for risk prioritization. By advancing both the technical
rigor and operational depth of TAM enumeration, SkyEye represents a substantive
contribution to the domain of cloud security, equipping practitioners and researchers
with the frameworks needed to proactively identify, assess, and mitigate privilege-based
risks in rapidly evolving cloud ecosystems.

In summary, SkyEye not only re-invents the standard for IAM enumeration and risk
classification but also establishes a blueprint for future innovation by eliminating the
limitations of conventional TAM enumeration strategy, and bridging the gap between
detection and defense in the pursuit of resilient, trustworthy cloud environments.
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Appendix

Chapter 5 resources

This appendices of chapter 5 contains all the resources related to the scenario-based
benchmarking between our SkyEye framework and other published frameworks or tools.

Scenario 1: « Inline Policies:
User: S1__UserA — S2_TIP_ UserA:
¢ Inline Policies: * iam:ListGroups (G)

% iam:ListAttachedUserPolicies (UP)

— S1_IP_ UserA:
* iam:GetUserPolicy (UI)

% iam:ListGroupsForUser (G)

x iam:ListAttachedUserPolicies (UP) o Attached Managed Policies:
iam:GetU Poli Ul

* dam:GetUserPolicy (UI) — S2__AMP_ PolicyA:
* iam:ListUserPolicies (UI)

— S1__AMP_ PolicyA: * iam:ListAttachedGroupPolicies (GP)

* iam:GetRolePolicy (RI)

¢ Attached Managed Policies:

* iam:ListUserPolicies (UI)

* iam:ListAttachedGroupPolicies (GP) - S2__AMP_ PolicyB:
* iam:GetRolePolicy (RI) * iam:GetGroupPolicy (GI)
— 81_AMP_ PolicyB: * iam:ListGroupPolicies (GI)

* iam:GetGroupPolicy (GI) * dam:GetGroup (G)

* iam:ListGroupPolicies (GI) — S2__ AMP_ PolicyC:

e Group: S1__GroupA (Includes: S1__UserA) * aiops:Createlnvestigation
* iot:CreateThing

— Inline Policies:

+ S1_IP_GroupA: e Group: S2_ GroupA (Includes: S2_ UserA)

iam:ListPolicyVersions (P) — Inline Policies:
iam:ListRolePolicies (RI) %+ S2_IP_GroupA:
— Attached Managed Policies: -+ iam:ListPolicyVersions (P)
x+ S1_AMP_ PolicyC: -+ iam:ListRolePolicies (RI)
iam:GetPolicyVersion (P) — Attached Managed Policies:

iam:ListAttachedRolePolicies (RP)

* S2__AMP__PolicyD:
iam:ListRoles (R)

iam:GetPolicyVersion (P)
« Role: S1__RoleA (Assumable by: S1_ UserA) - iam:ListAttachedRolePolicies (RP)

. . . iam:ListRoles (R)
— Inline Policies:

+ S1_IP_RoleA: « Role: S2_ RoleA (Assumable by: S2_ UserA)
- s3:CreateBucket
lambda:CreateFunction
ec2:RunInstances

— Attached Managed Policies:

— Inline Policies:
* S2_TIP_ RoleA:
- s3:CreateBucket

lambda:CreateFunction
* AmazonEKSServicePolicy (AWS) - ec2:Runlnstances

s3:ListBucket
ec2:Describelnstances
— Attached Managed Policies:

User: S2_ UserA * AmazonS3TablesFullAccess (AWS)

Scenario 2:
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Scenario 3: * iam:GetGroupPolicy (GI)
* iam:ListGroupPolicies (GI)
* iam:GetGroup (G)

— S4__AMP_ PolicyC:

User: S3_ UserA
¢ Inline Policies:

— S3_IP_ UserA: * aiops:Createlnvestigation
* iam:ListGroups (G) * iot:CreateThing
* iam:ListAttachedUserPolicies (UP) « Group: S4_GroupA (Includes: S4_UserA)

* iam:GetUserPolicy (UI) Inline Polici
— Inline Policies:

¢ Attached Managed Policies: + S4_IP_ GroupA:

— S3_AMP_ PolicyA: - iam:ListRolePolicies (RI)
x iam:ListUserPolicies (UI) — Attached Managed Policies:
* iam:ListAttachedGroupPolicies (GP) * S4__AMP__PolicyD:
* iam:GetRolePolicy (RI) -+ iam:GetPolicyVersion (P)
— S3_AMP_ PolicyB: - iam:ListAttachedRolePolicies (RP)

* iam:GetGroupPolicy (GI) lam:ListRoles (R)

* iam:ListGroupPolicies (GI) « Role: S4_RoleA (Assumable by: S4_ UserA)

* iam:GetGroup (G) — Inline Policies:

— S3_AMP__ PolicyD: + S4 IP RoleA:

* aiops:Createlnvestigation - s3:CreateBucket

* iot:CreateThing + lambda:CreateFunction
ec2:RunInstances

e Group: S3__GroupA (Includes: S3__UserA) 3:ListBucket
s3:ListBucke

— Inline Policies: - ec2:Describelnstances
* S3__IP_ GroupA: — Attached Managed Policies:
iam:ListRolePolicies (RI) * AmazonRoute53ReadOnlyAccess (AWS)

iam:GetPolicy (P)
— Attached Managed Policies:
* S3__AMP_ PolicyC:

iam:GetPolicyVersion (P) User: S5 UserA
iam:ListAttachedRolePolicies (RP) « Inline Policies:
iam:ListRoles (R)

Scenario 5:

— S5 _IP_UserA:
« Role: S3__RoleA (Assumable by: S3_ UserA)

x iam:ListGroupsForUser (G)
— Inline Policies: * iam:ListAttachedUserPolicies (UP)
+ S3 IP RoleA: * iam:GetUserPolicy (UI)

. ;3'C:eateBuc'ket * iam:ListUserPolicies (UI)
lambda:CreateFunction * iam:GetRolePolicy (RI)
ec2:Runinstances * iam:GetGroupPolicy (GI)
3:ListBucket % iam:ListGroupPolicies (GI)
ecé'DescribeInstances * iam:ListEntitiesForPolicy (P)

— Attached Managed Policies: + Attached Managed Policies:
* AmazonRoute53ReadOnlyAccess (AWS) — S5__AMP_ PolicyA:

* aiops:Updatelnvestigation
* iot:AttachThingPrincipal

Scenario 4: — S$5_AMP_ PolicyB:

User: S4_ UserA * iot:DeleteThing
e Inline Policies: * bedrock:DeleteGuardrail
— S4 IP UserA: e Group: S5__GroupA (Includes S5_ UserA)
* iam:ListGroups (G) — Inline Policies:
* iam:ListAttachedUserPolicies (UP) * S5_IP_GroupA:
* iam:GetUserPolicy (UI) - iam:ListRolePolicies (RI)

iam:ListPolicyVersions (P)
-+ iam:GetPolicyVersion (P)
— S4__AMP_ PolicyA: - iam:ListRoles (R)

¢ Attached Managed Policies:

x iam:ListUserPolicies (UI) — Attached Managed Policies:
* iam:ListAttachedGroupPolicies (GP) *+ S5__AMP_ PolicyC:
* iam:GetRolePolicy (RI) aiops:Createlnvestigation

— S4__ AMP_ PolicyB: - iot:CreateThing
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*

S5__AMP_ PolicyA:

aiops:CreatelnvestigationResource
gapps:CreateLibraryItemReview

AmazonMQFullAccess (AWS)

e Role: S5_RoleA (Assumable by: S5_UserA)

— Inline Policies:
* S5__IP_ RoleA:

s3:CreateBucket
lambda:CreateFunction
ec2:RunInstances
s3:ListBucket
ec2:Describelnstances

— Attached Managed Policies:

AmazonRoute53ReadOnlyAccess (AWS)
AmazonKinesisFullAccess (AWS)
S5_AMP_ PolicyD:

private-networks:ActivateDeviceIdentifier
auditmanager:UpdateAssessment

S5__AMP_ PolicyB:

iot:CancelJob
fis:CreateExperimentTemplate

Scenario 6:

User: S6__UserA
e Inline Policies:

— S6_1IP__

iam:ListGroupsForUser (G)
iam:GetUserPolicy (UI)
iam:ListUserPolicies (UI)

UserA:

« Role: S6__RoleA (Assumable by: S6__

— Inline Policies:

* S6__IP_ RoleA:
s3:CreateBucket
lambda:CreateFunction
ec2:RunInstances
s3:ListBucket
ec2:Describelnstances

— Attached Managed Policies:

UserA)

* AmazonRoute53ReadOnlyAccess (AWS)

* AmazonKinesisFullAccess (AWS)

x* S6__AMP_ PolicyE:

private-networks:ActivateDeviceldentifier

auditmanager:UpdateAssessment
* S6__AMP_ PolicyF:

iot:CancelJob

fis:CreateExperimentTemplate

Scenario 7:

User: S7__UserA
e Inline Policies:

— S7_IP_ UserA:

* aiops:Createlnvestigation
* iot:CreateThing

e Attached Managed Policies:

— S7_AMP_ PolicyA:

* iot:DeleteThing
* bedrock:DeleteGuardrail

iam:GetRolePolicy (RI)
iam:GetGroupPolicy (GI)
iam:ListGroupPolicies (GI)
iam:ListPolicies (P)
iam:ListEntitiesForPolicy (P)

¥ X X ¥ X X ¥ ¥

¢ Attached Managed Policies:
— S6__AMP_ PolicyA:

* aiops:Updatelnvestigation
* iot:AttachThingPrincipal

— S7_AMP_ PolicyB:

* bedrock:InvokeAgent
* bedrock:UpdateFlow

Group: S7__GroupA (Includes S7__UserA)

— Inline Policies:

* S7_IP_ GroupA:

iam:ListRoles (R)
s3:CreateBucket
lambda:CreateFunction

— S6__AMP_ PolicyB:

* iot:DeleteThing
* bedrock:DeleteGuardrail

e Group: S6__GroupA (Includes S6_ UserA)

— Inline Policies:

* S6__IP_ GroupA:

iam:ListRolePolicies (RI)
iam:ListPolicyVersions (P)
iam:GetPolicyVersion (P)
iam:ListRoles (R)

— Attached Managed Policies:
* S6__AMP_ PolicyC:

aiops:Createlnvestigation
iot:CreateThing

*+ S6_AMP_ PolicyD:

aiops:CreatelnvestigationResource
qapps:CreatelLibraryIltemReview

x AmazonMQFullAccess (AWS)

ec2:RunInstances
— Attached Managed Policies:

x AmazonEKSServicePolicy (AWS)

* S7_AMP_ PolicyC:
s3:ListBucket
ec2:Describelnstances

« Role: S7_RoleA (Assumable by: S7__

— Inline Policies:

* S7_TIP__RoleA:
iam:ListGroupsForUser (G)

UserA)

iam:ListAttachedUserPolicies (UP)

iam:GetUserPolicy (UI)
iam:ListUserPolicies (UI)

iam:ListAttachedGroupPolicies (GP)

iam:GetRolePolicy (RI)
— Attached Managed Policies:

* S7_AMP_ PolicyD:
iam:GetGroupPolicy (GI)
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Iam:ListGroupPolicies (GI) x S8_IP_ RoleC:
iam:ListPolicyVersions (P) + controltower:CreateManagedAccount
iam:ListRolePolicies (RI) - nimble:CreateStudio
iam:GetPolicyVersion (P)

— Attached Managed Policies:
iam:ListAttachedRolePolicies (RP)

* S8__AMP__PolicyF:
iam:ListAttachedRolePolicies (RP)

Scenario 8: - iam:GetGroupPolicy (GI)
Iam:ListGroupPolicies (GI)
User: S8_ UserA

¢ Inline Policies: « Role: S8_RoleD (Assumable by: S8_ RoleC)
— S8 IP_ UserA:

* aiops:Createlnvestigation
* iot:CreateThing

— Inline Policies:

* S8 IP_ RoleD:
tax:GetExemptions
o Attached Managed Policies: © s3-object-lambda:GetObjectAcl

— S8 _AMP_ PolicyA: qapps:CreatelLibraryItemReview

* iot:DeleteThing
* bedrock:DeleteGuardrail * S8__AMP_ PolicyG:
— S8_AMP_ PolicyB: + iam:ListPolicyVersions (P)
iam:ListRolePolicies (RI)
iam:GetPolicyVersion (P)

— Attached Managed Policies:

* bedrock:InvokeAgent
* bedrock:UpdateFlow

e Group: S8_ GroupA (Includes S8_ UserA)
— Inline Policies:
* S8_IP_ GroupA:

iam:ListRoles (R) User: S9_UserA
s3:CreateBucket

lambda:CreateFunction

Scenario 9

¢ Inline Policies:

ec2:RunInstances
— Attached Managed Policies:
* S8__AMP__PolicyC:
s3:ListBucket
ec2:Describelnstances

— S9 IP_UserA:

* iam:GetAccountAuthorizationDetails (All)
¢ Attached Managed Policies:

e Role: S8_RoleA (Assumable by: S8_ UserA) — 59_AMP_ PolicyA:

* aiops:Createlnvestigation
* iot:CreateThing

— Inline Policies:
* S8 IP_ RoleA:

iam:ListGroupsForUser (G) e Group: S9_ GroupA (Includes S9_ UserA)
iam:ListAttachedUserPolicies (UP)
iam:GetUserPolicy (UI) — Inline Policies:

— Attached Managed Policies: x S9_IP_ GroupA:

* S8__AMP__ PolicyD: + iot:DeleteThing
ssm:CancelCommand + bedrock:DeleteGuardrail
codeguru:GetCodeGuruFreeTrialSummary — Attached Managed Policies:
« Role: S8_RoleB (Assumable by: S8_RoleA) + AmazonKinesisFullAccess (AWS)
— Inline Policies: * 89_AMP_ PolicyB:

bedrock:InvokeAgent

P leB:
* S8_TIP_Role bedrock:UpdateFlow

iam:ListUserPolicies (UI)
iam:ListAttachedGroupPolicies (GP)

« Role: S9__RoleA (Assumable by: S9_ UserA)
iam:GetRolePolicy (RI)

— Attached Managed Policies: — Inline Policies:
x AmazonEKSServicePolicy (AWS) x+ S9_IP_RoleA:
* S8_AMP_ PolicyE: - s3:CreateBucket

ec2:AllocateAddress
ec2:BundleInstance

lambda:CreateFunction
ec2:RunInstances

« Role: S8_RoleC (Assumable by: S8_ RoleB) — Attached Managed Policies:

— Inline Policies: * AmazonEKSServicePolicy (AWS)
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Scenario 10: + Role: S11__RoleA (Assumable by: S11_ UserA)

User: S10__UserA — Inline Policies:
o Inline Policies: * S11__IP_ RoleA:

ssm:CancelCommand
— S10_IP_ UserA:

* tax:GetExemptions
* s3-object-lambda:GetObjectAcl

codeguru:GetCodeGuruFreeTrialSummary
— Attached Managed Policies:

x AmazonEKSServicePolicy (AWS)
¢ Attached Managed Policies: * S11__AMP_ PolicyC:

— S10__AMP_ PolicyA: - s3:CreateBucket

. . . lambda:CreateFunction
* aiops:Createlnvestigation

* iot:CreateThing

ec2:RunInstances

« Role: S11_ RoleB (Assumable by: S11_ RoleA)
e Group: S10__GroupA (Includes S10__UserA)

— Inline Policies:
* S11__IP_ RoleB:

detective:AcceptInvitation

— Inline Policies:

* S10__IP_ GroupA:

iot:DeleteThing transfer:CreateAccess

bedrock:DeleteGuardrail
A he (]i:olz/l e (: ;all‘ rald — Attached Managed Policies:
— Att icies:
ache anaged Foficles * AmazonEKSServicePolicy (AWS)
* AmazonKinesisFullAccess (AWS) + S11_AMP_ PolicyE:
* S10_AMP_ PolicyB: e .
bedrock:InvokeAgent

bedrock:UpdateFlow
iam:ListRoles (R) « Role: S11_ RoleC (Assumable by: S11_ RoleB)

ec2:AllocateAddress
ec2:Bundlelnstance

e Role: S10__RoleA (Assumable by: S10__UserA) — Inline Policies:
* S11__IP_ RoleC:
controltower:CreateManagedAccount
* S10_IP__RoleA: - nimble:CreateStudio
iam:GetAccountAuthorizationDetails (All) _ Attached Managed Policies:
— Attached Managed Policies: + S11_AMP_ PolicyF:

* AmazonEKSServicePolicy (AWS) - cloud9:CreateEnvironmentMembership
* S10_AMP_ PolicyC: - cloud9:CreateEnvironmentSSH

s3:CreateBucket
1 ambda : CreateFunction e Role: S11__RoleD (Assumable by: S11_ RoleC)

— Inline Policies:

ec2:RunInstances — Inline Policies:
* S11__IP_ RoleD:
tax:GetExemptions

Scenarlo 1 1 : s3-object-lambda:GetObjectAcl

User: S11__UserA — Attached Managed Policies:

¢ Inline Policies: * S11__ AMP_ PolicyG:

_ S11_IP_UserA: iam:GetAccountAuthorizationDetails (All)

* tax:GetExemptions
* s3-object-lambda:GetObjectAcl Scenario 12:

¢ Attached Managed Policies: User: S12_ UserA

— S11__AMP_ PolicyA: e Inline Policies:

* aiops:Createlnvestigation — S12_IP_ UserA:
* iot:CreateThing

* aiops:Createlnvestigation
* iam:ListRoles (R)

* iot:CreateThing

e Group: S11__GroupA (Includes S11_ UserA) « Attached Managed Policies:
— Inline Policies: — S12_ AMP_ PolicyA:
* S11_ IP_ GroupA: * iot:DeleteThing

iot:DeleteThing * bedrock:DeleteGuardrail

bedrock:DeleteGuardrail — S12__AMP_ PolicyB:

— Attached Managed Policies: " b;irock';vokeAgent
* AmazonKinesisFullAccess (AWS) * bedrock:UpdateFlow

* S11__ AMP_ PolicyB:
bedrock:InvokeAgent
bedrock:UpdateFlow — Inline Policies:

e Group: S12_ GroupA (Includes S12_ UserA)
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* S12_ IP_ GroupA:
iam:ListRoles (R)
s3:CreateBucket
lambda:CreateFunction
ec2:RunInstances

— Attached Managed Policies:

* AmazonEKSServicePolicy (AWS)

* S12_ AMP_ PolicyC:
s3:ListBucket
ec2:Describelnstances

« Role: S12_ RoleA (Assumable by: S12_ UserA)

— Inline Policies:
* S12_ IP_ RoleA:

- iam:ListGroupsForUser (G)
iam:GetUserPolicy (UI)
iam:ListUserPolicies (UI)
iam:GetRolePolicy (RI)
iam:ListEntitiesForPolicy (P)
iam:ListPolicies (P)

— Attached Managed Policies:
* AmazonRoute53ReadOnlyAccess (AWS)
* S12_ AMP_ PolicyD:

- iam:GetGroupPolicy (GI)
Iam:ListGroupPolicies (GI)
iam:ListRolePolicies (RI)
iam:GetPolicyVersion (P)

Scenario 13:

User: S13__UserA
e Inline Policies:
— S13_IP_ UserA:
* aiops:Createlnvestigation
* iot:CreateThing

¢ Attached Managed Policies:

— S13__AMP__PolicyA:

* iot:DeleteThing

* bedrock:DeleteGuardrail
— S13__ AMP_ PolicyB:

* bedrock:InvokeAgent

* bedrock:UpdateFlow

¢ Group: S13__ GroupA (Includes S13_ UserA)

— Inline Policies:

* S13__IP_ GroupA:
iam:ListRoles (R)
s3:CreateBucket
lambda:CreateFunction
ec2:Runlnstances

— Attached Managed Policies:

* S13__AMP_ PolicyC:
s3:ListBucket
ec2:Describelnstances

o Role: S13_RoleA (Assumable by: S13_ UserA)

— Inline Policies:

* S13__IP_ RoleA:
iam:ListGroupsForUser (G)

iam:ListAttachedUserPolicies (UP)
iam:GetUserPolicy (UI)
— Attached Managed Policies:
* S13__AMP_ PolicyD:
ssm:CancelCommand
codeguru:GetCodeGuruFreeTrialSummary

« Role: S13__RoleB (Assumable by: S13_ RoleA)

— Inline Policies:

*+ S13__IP_ RoleB:
iam:ListUserPolicies (UI)
iam:ListAttachedGroupPolicies (GP)
iam:GetRolePolicy (RI)

— Attached Managed Policies:

* AmazonEKSServicePolicy (AWS)

x* S13__AMP_ PolicyE:
ec2:AllocateAddress
ec2:BundlelInstance

« Role: S13__RoleC (Assumable by: S13_ RoleB)

— Inline Policies:
* S13__IP_ RoleC:

controltower:CreateManagedAccount
nimble:CreateStudio
— Attached Managed Policies:

* S13__AMP_ PolicyF:
iam:ListAttachedRolePolicies (RP)
iam:GetGroupPolicy (GI)
Iam:ListGroupPolicies (GI)

« Role: S13__RoleD (Assumable by: S13__RoleC)

— Inline Policies:

* S13__IP_ RoleD:
tax:GetExemptions
s3-object-lambda:GetObjectAcl

— Attached Managed Policies:

* S13__AMP_ PolicyG:
iam:ListRolePolicies (RI)
iam:GetPolicyVersion (P)

Scenario 14:

User: S14_ UserA
¢ Inline Policies:
— S14_IP_ UserA:
* aiops:Createlnvestigation
* iot:CreateThing

¢ Attached Managed Policies:

— S14_ AMP_ PolicyA:
* iot:DeleteThing
* bedrock:DeleteGuardrail

— S14__AMP__PolicyB:
* bedrock:InvokeAgent
* bedrock:UpdateFlow
e Group: S14_ GroupA (Includes S14_ UserA)

— Inline Policies:
* S14__IP_ GroupA:
iam:ListRoles (R)
s3:CreateBucket
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lambda:CreateFunction
ec2:Runlnstances

— Attached Managed Policies:

* S14__AMP_ PolicyC:
s3:ListBucket
ec2:Describelnstances

Role: S14_RoleA (Assumable by: S14 UserA)

— Inline Policies:
* S14_ TIP__RoleA:
iam:ListGroupsForUser (G)
iam:GetUserPolicy (UI)
— Attached Managed Policies:
* AmazonKinesisFullAccess (AWS)
* S14__ AMP_ PolicyD:
ssm:CancelCommand
codeguru:GetCodeGuruFreeTrialSummary

Role: S14__RoleB (Assumable by: S14_ RoleA)

— Inline Policies:

* S14_TIP_ RoleB:
iam:ListUserPolicies (UI)
iam:GetRolePolicy (RI)

— Attached Managed Policies:

* AmazonEKSServicePolicy (AWS)

* S14__AMP_ PolicyE:
ec2:AllocateAddress
ec2:Bundlelnstance

Role: S14__RoleC (Assumable by: S14_ RoleB)

— Inline Policies:

* S14_IP_ RoleC:
controltower:CreateManagedAccount
nimble:CreateStudio

— Attached Managed Policies:

* AmazonRoute53ReadOnlyAccess (AWS)

* S14_ AMP_ PolicyF:
iam:GetGroupPolicy (GI)
Iam:ListGroupPolicies (GI)

Role: S14__RoleD (Assumable by: S14_ RoleC)

— Inline Policies:

* S14_ TIP_ RoleD:
tax:GetExemptions
s3-object-lambda:GetObjectAcl

— Attached Managed Policies:

* S14__AMP_ PolicyG:

- iam:ListRolePolicies (RI)
iam:GetPolicyVersion (P)
iam:ListEntitiesForPolicy (P)
iam:ListPolicies (P)

Scenario 15:

User: S15__UserA

Inline Policies:

— S15_IP_ UserA:

* iam:ListGroupsForUser (G)
* iam:ListAttachedUserPolicies (UP)

* iam:GetUserPolicy (UI)
Attached Managed Policies:

— S15__ AMP_ PolicyA:

* iot:DeleteThing

* bedrock:DeleteGuardrail
— S15__AMP_ PolicyB:

* bedrock:InvokeAgent

* bedrock:UpdateFlow

Group: S15_ UserA_ GroupA

S15__UserA)

(Includes

— Inline Policies:
* S15_IP_ UserA_ GroupA:
- iam:ListRoles (R)
s3:CreateBucket
lambda:CreateFunction
ec2:RunInstances
— Attached Managed Policies:
* S15__ AMP_ PolicyC:
private-networks:ActivateDeviceIdentifier
auditmanager:UpdateAssessment

Role: S15_ UserA_ RoleA
S15__UserA)

(Assumable by:
— Inline Policies:

* S15_ IP_UserA_RoleA:
ec2:AllocateAddress
controltower:CreateManagedAccount

— Attached Managed Policies:

* S15__AMP_ PolicyT:
ssm:CancelCommand
globalaccelerator:CreateAccelerator

User: S15_ UserB
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Inline Policies:

— S15_IP_ UserB:
* iam:ListUserPolicies (UI)
* iam:ListAttachedGroupPolicies (GP)
* iam:GetRolePolicy (RI)
Attached Managed Policies:
— S15_AMP_ PolicyD:
* codecatalyst:DeleteConnection

* codeguru:GetCodeGuruFreeTrialSummary

Group:
S15__UserB)

S15_ UserB_ GroupA (Includes
— Inline Policies:
* S15__IP_ UserB:
iam:ListPolicyVersions (P)
— Attached Managed Policies:
* S15__AMP_ PolicyX:
globalaccelerator:DeleteAccelerator

codedeploy:BatchGetApplications

Role: S15__UserB_ RoleA
S15__UserB)

(Assumable by:
— Inline Policies:
* S15_IP_ UserB_ RoleA:
ram:CreatePermission
ec2:BundleInstance
— Attached Managed Policies:



* AmazonEKSServicePolicy (AWS)

* S15__AMP_ PolicyE:
s3:ListBucket
ec2:Describelnstances

User: S15_ UserC
e Inline Policies:
— S15_IP_ UserC:
* sdb:BatchPutAttributes
* nimble:CreateStudio

e« Attached Managed Policies:

— S15__AMP_ PolicyF:

* iam:ListAttachedRolePolicies (RP)
* iam:GetGroupPolicy (GI)
* Tam:ListGroupPolicies (GI)

¢ Group: S15_ UserC__GroupA (Includes
S15__UserC)
— Inline Policies:

* S15_IP_ UserC__GroupA:
tax:GetExemptions
s3-object-lambda:GetObjectAcl

— Attached Managed Policies:

* S15__AMP_ PolicyG:
iam:ListRolePolicies (RI)
iam:GetPolicyVersion (P)

« Role: S15__UserC__RoleA (Assumable
S15__UserC)

— Inline Policies:

* S15__IP_ UserC__RoleA:
ram:CreateResourceShare
scn:DescribelInstance

User: S15_ UserD
e Inline Policies:

— S15__IP_ UserD:

* codecatalyst:CreateldentityCenterApplication

* codedeploy:UpdateApplication
e« Attached Managed Policies:
— S15__AMP_ PolicyY:

* ram:GetPermission
* scn:CreateDatalakeDataset

¢ Group:
S15_ UserD)

S15__UserD_ GroupA

— Inline Policies:

* S15_IP_ UserD_ GroupA:
iotanalytics:CreatePipeline
ajops:CreatelnvestigationResource

— Attached Managed Policies:

* S15__ AMP_ PolicyU:
iotanalytics:DescribeChannel
codedeploy:CreateDeployment

« Role: S15_ UserD__RoleA
S15__UserD)

(Assumable

— Inline Policies:

* S15_IP_ UserD_ RoleA:
ram:PromotePermissionCreatedFromPolicy

(Includes

scn:CreateBillOfMaterialsImportJob
— Attached Managed Policies:

* AmazonRoute53ReadOnlyAccess (AWS)

* S15__AMP__PolicyZ:
iotanalytics:DeleteDataset
qapps:CreateLibraryItemReview

Scenario 16:

User: S16__UserA
e Inline Policies:
— S16__IP_ UserA:

* iam:ListGroupsForUser (G)
¢ Attached Managed Policies:

— S16__AMP_ PolicyA:

* iot:DeleteThing

* bedrock:DeleteGuardrail
— S16__AMP_ PolicyB:

* bedrock:InvokeAgent

* bedrock:UpdateFlow

¢ Group: S16__UserA__GroupA

S16__UserA)
— Inline Policies:
* S16__IP_ UserA_ GroupA:
- iam:ListRoles (R)
s3:CreateBucket
lambda:CreateFunction
ec2:RunInstances
— Attached Managed Policies:
* S16__AMP_ PolicyC:

(Includes

private-networks:ActivateDeviceldentifier

auditmanager:UpdateAssessment

¢ Role: S16__UserA_ RoleA
S16__UserA)

(Assumable

— Inline Policies:

* S16__IP_ UserA_ RoleA:
iam:ListAttachedUserPolicies (UP)
ec2:AllocateAddress
controltower:CreateManagedAccount

— Attached Managed Policies:

* S16__AMP_ PolicyT:
ssm:CancelCommand
globalaccelerator:CreateAccelerator

« Role: S16__UserA_ RoleB
S16__UserA_ RoleA)

(Assumable

— Inline Policies:

* S16__IP_ UserA_ RoleB:
iam:GetUserPolicy (UI)
iotanalytics:UpdateDatastore
iotanalytics:UpdatePipeline

— Attached Managed Policies:
* AmazonEKSServicePolicy (AWS)
User: S16__UserB
¢ Inline Policies:
— S16__IP_ UserB:

* iam:ListUserPolicies (UI)
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¢ Attached Managed Policies:
— S16__AMP_ PolicyD:

* codecatalyst:DeleteConnection
* codeguru:GetCodeGuruFreeTrialSummary

¢ Group:
S16__UserB)

S16_ UserB_ GroupA (Includes
— Inline Policies:

* S16__IP_ UserB:

iam:ListPolicyVersions (P)

— Attached Managed Policies:

* S16__AMP_ PolicyX:
globalaccelerator:DeleteAccelerator
codedeploy:BatchGetApplications

« Role: S16__UserB__RoleA (Assumable by:
S16__UserB)
— Inline Policies:

* S16__IP_ UserB_ RoleA:
ram:CreatePermission
cloudfront:AssociateAlias
iam:ListAttachedGroupPolicies (GP)

— Attached Managed Policies:

* S16__ AMP__PolicyE:
s3:ListBucket
ec2:Describelnstances

« Role: S16__UserB__RoleB (Assumable by:
S16__UserB__RoleA)
— Inline Policies:

* S16__IP_ UserB_ RoleB:
connect:ActivateEvaluationForm
connect:AssociateBot

— Attached Managed Policies:

x AmazonEKSServicePolicy (AWS)

« Role: S16__UserB__ RoleC (Assumable by:

S16__UserB__RoleB)

— Inline Policies:

* S16__IP_ UserB_ RoleC:
iam:GetRolePolicy (RI)

— Attached Managed Policies:
* AmazonRoute53ReadOnlyAccess (AWS)
User: S16__UserC
e Inline Policies:
— S16__IP_ UserC:
* sdb:BatchPutAttributes
* nimble:CreateStudio

¢ Attached Managed Policies:

— S16__AMP_ PolicyF:

% iam:ListAttachedRolePolicies (RP)
* iam:GetGroupPolicy (GI)
* Iam:ListGroupPolicies (GI)

¢ Group:
S16__UserC)

S16_ UserC_ GroupA (Includes

— Inline Policies:
* S16__IP_ UserC_ GroupA:
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cloudfront:CreateKeyGroup
cloudfront:CreateKeyValueStore

— Attached Managed Policies:
* S16__AMP_ PolicyG:
cloudfront:CreatePublicKey
cloudfront:CopyDistribution

« Role: S16__UserC__RoleA
S16__UserC)

(Assumable by:

— Inline Policies:

* S16__IP_ UserC__RoleA:
iam:ListRolePolicies (RI)

— Attached Managed Policies:
* S16__ AMP_ PolicyO:

ram:CreateResourceShare

« Role: S16__UserC__RoleB
S16__UserC__RoleA)

(Assumable by:

— Inline Policies:

* S16__IP_ UserC__RoleB:
cloudfront:DisassociateDistributionWebACL

— Attached Managed Policies:
* AmazonRoute53ReadOnlyAccess (AWS)

« Role: S16__UserC_ RoleC
S16__UserC__RoleB)

(Assumable by:

— Inline Policies:

* S16__IP_ UserC__RoleC:
s3-object-lambda:GetObjectAcl
iam:GetPolicyVersion (P)

— Attached Managed Policies:

* S16__AMP_ PolicyJ:
tax:GetExemptions
ec2:Bundlelnstance

User: S16__UserD
¢ Inline Policies:

— S16__IP_ UserD:

* sns:CreatePlatformEndpoint
* sns:CreatePlatformApplication

¢ Attached Managed Policies:
— S16_AMP__PolicyY:

* sns:SetTopicAttributes
* sns:CreateTopic

¢ Group:
S16__UserD)

S16_ UserD__GroupA (Includes

— Inline Policies:

* S16__IP_ UserD_ GroupA:

elasticbeanstalk:AssociateEnvironmentOperationsRole

elasticbeanstalk:DescribeApplications
— Attached Managed Policies:
* S16__ AMP_ PolicyU:

elasticbeanstalk:RemoveTags
elasticbeanstalk:TerminateEnvironment

¢ Role: S16__UserD__RoleA
S16__UserD)

(Assumable by:

— Inline Policies:



* S16__IP_ UserD_ RoleA:
sns:Publish
sns:DeleteTopic

— Attached Managed Policies:

* AmazonRoute53ReadOnlyAccess (AWS)

* S16__AMP_ PolicyZ:
elasticbeanstalk:DeletePlatformVersion
elasticbeanstalk:DescribeEvents

Scenario 17:

User: S17__UserA
¢ Inline Policies:
— S17_IP_ UserA:
* cloudfront:CreatePublicKey
* cloudfront:CopyDistribution

¢ Attached Managed Policies:

— S17_AMP_ PolicyA:

* iot:DeleteThing

* bedrock:DeleteGuardrail
— S17_AMP_ PolicyB:

* bedrock:InvokeAgent

* bedrock:UpdateFlow

¢ Group:
S17__UserA)
— Inline Policies:

* S17_IP_ UserA_ GroupA:
s3:CreateBucket
lambda:CreateFunction
ec2:RunInstances

— Attached Managed Policies:

* S17__AMP_ PolicyC:

private-networks:ActivateDeviceldentifier

auditmanager:UpdateAssessment

« Role: S17__UserA__RoleA (Assumable
S17__UserA)
— Inline Policies:

* S17_ IP__UserA__RoleA:
ec2:AllocateAddress
controltower:CreateManagedAccount

— Attached Managed Policies:
* S17__AMP_ PolicyT:
ssm:CancelCommand
globalaccelerator:CreateAccelerator

User: S17__UserB
¢ Inline Policies:

— S17_IP_ UserB:

* elasticbeanstalk:DeletePlatformVersion
* elasticbeanstalk:DescribeEvents

¢ Attached Managed Policies:
— S17_AMP__PolicyD:

* codecatalyst:DeleteConnection
* codeguru:GetCodeGuruFreeTrialSummary

¢ Group:
S17__UserB)

S17__UserB_ GroupA

S17__UserA_ GroupA (Includes

(Includes

— Inline Policies:
* S17__IP_ UserB:
sns:Publish
sns:DeleteTopic
— Attached Managed Policies:
* S17_AMP_ PolicyX:
globalaccelerator:DeleteAccelerator
codedeploy:BatchGetApplications

Role: S17__UserB__RoleA (Assumable by:
S17__UserB)

— Inline Policies:

* S17_IP_ UserB_ RoleA:
ram:CreatePermission
ec2:BundleInstance

— Attached Managed Policies:

* AmazonEKSServicePolicy (AWS)

* S17_AMP_ _PolicyE:
s3:ListBucket
ec2:Describelnstances

User: S17__UserC

Inline Policies:

— S17_IP_ UserC:

* sdb:BatchPutAttributes
* nimble:CreateStudio

Attached Managed Policies:
— S17_AMP__PolicyF:
* ce:CreateAnomalyMonitor

Group: S17__UserC__GroupA
S17__UserC)

(Includes

— Inline Policies:

x+ S17_IP_ UserC_ GroupA:
tax:GetExemptions
s3-object-lambda:GetObjectAcl

— Attached Managed Policies:
* S17_AMP_ PolicyG:
iam:GetAccountAuthorizationDetails (All)
Role: S17__UserC__RoleA (Assumable by:
S17__UserC)
— Inline Policies:

* S17_IP_ UserC__RoleA:
ram:CreateResourceShare
scn:Describelnstance

User: S17__UserD

Inline Policies:

— S17_IP_ UserD:

* codecatalyst:CreateldentityCenterApplication
* codedeploy:UpdateApplication

Attached Managed Policies:
— S17_AMP_ PolicyY:

* ram:GetPermission
* scn:CreateDatalakeDataset

Group: S17__UserD_ GroupA (Includes
S17__UserD)

— Inline Policies:



* S17_IP_ UserD_ GroupA:
iotanalytics:CreatePipeline
aiops:CreatelnvestigationResource

— Attached Managed Policies:

* S17_AMP_ PolicyU:
iotanalytics:DescribeChannel
codedeploy:CreateDeployment

« Role: S17_ UserD_RoleA
S17__UserD)

(Assumable by:
— Inline Policies:

* S17__IP_ UserD__RoleA:
ram:PromotePermissionCreatedFromPolicy
scn:CreateBill0OfMaterialsImportJob

— Attached Managed Policies:

* AmazonRoute53ReadOnlyAccess (AWS)

* S17_AMP__PolicyZ:
iotanalytics:DeleteDataset
qapps:CreateLibraryltemReview

Scenario 18:

User: S18_ UserA
e Inline Policies:
— S18_ IP_UserA:
* applicationinsights:CreateApplication
* applicationinsights:CreateComponent
e« Attached Managed Policies:
— S18__AMP_ PolicyA:

* iot:DeleteThing

* bedrock:DeleteGuardrail
— S18_AMP_ PolicyB:

* bedrock:InvokeAgent

* bedrock:UpdateFlow

e Group:
S18__UserA)

S18_ UserA_ GroupA (Includes

— Inline Policies:
*+ S18_IP_ UserA_ GroupA:
s3:CreateBucket
lambda:CreateFunction
ec2:RunInstances
— Attached Managed Policies:
* S18__AMP_ PolicyC:
private-networks:ActivateDeviceldentifier
auditmanager:UpdateAssessment

« Role: S18__UserA__RoleA (Assumable by:
S18__UserA)
— Inline Policies:

+ S18_IP_ UserA_ RoleA:
ec2:AllocateAddress
controltower:CreateManagedAccount

— Attached Managed Policies:

* S18_ AMP_ PolicyT:
ssm:CancelCommand
globalaccelerator:CreateAccelerator

« Role: S18__UserA_RoleB (Assumable by:

S18__UserA__RoleA)

— Inline Policies:

* S18 IP_ UserA_ RoleB:
iotanalytics:UpdateDatastore
iotanalytics:UpdatePipeline

— Attached Managed Policies:
* AmazonEKSServicePolicy (AWS)

User: S18_ UserB
e Inline Policies:

— S18_IP_ UserB:
* iam:ListRoles (R)
¢ Attached Managed Policies:
— S18__AMP_ PolicyD:

* codecatalyst:DeleteConnection
* codeguru:GetCodeGuruFreeTrialSummary

¢ Group:
S18__UserB)

S18_ UserB_ GroupA (Includes
— Inline Policies:

* S18 IP_ UserB:
applicationinsights:UpdateApplication

— Attached Managed Policies:

* S18__AMP_ PolicyX:
globalaccelerator:DeleteAccelerator
codedeploy:BatchGetApplications

« Role: S18_ UserB_ RoleA
S18__UserB)

(Assumable by:

— Inline Policies:

* S18 IP_UserB__RoleA:
ram:CreatePermission
cloudfront:AssociateAlias

— Attached Managed Policies:

* S18__AMP_ PolicyE:
s3:ListBucket
ec2:Describelnstances

+ Role: S18_UserB_ RoleB
S18__UserB__RoleA)

(Assumable by:

— Inline Policies:

* S18 IP_ UserB_ RoleB:
connect:ActivateEvaluationForm
connect:AssociateBot

— Attached Managed Policies:
* AmazonEKSServicePolicy (AWS)

¢ Role: S18__UserB_ RoleC
S18__UserB__RoleB)

(Assumable by:

— Inline Policies:

* S18 IP_UserB__RoleC:
elasticloadbalancing:CreatelLoadBalancer

— Attached Managed Policies:
x AmazonRoute53ReadOnlyAccess (AWS)
User: S18_ UserC
¢ Inline Policies:
— S18_IP_ UserC:
* sdb:BatchPutAttributes

* nimble:CreateStudio

e Attached Managed Policies:
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— S18_AMP__PolicyF:

* lookoutequipment:DeleteModel

¢ Group: S18 UserC__GroupA

S18__UserC)

(Includes

— Inline Policies:
* S18_IP_ UserC__GroupA:

cloudfront:CreateKeyGroup
cloudfront:CreateKeyValueStore
— Attached Managed Policies:
* S18__AMP_ PolicyG:
cloudfront:CreatePublicKey
cloudfront:CopyDistribution

+ Role: S18_ UserC_ RoleA
S18__UserC)

(Assumable by:

— Inline Policies:
* S18 IP_UserC__RoleA:
lookoutequipment :CreateModel
— Attached Managed Policies:
* S18__AMP_ PolicyO:

ram:CreateResourceShare

¢« Role: S18_ UserC_ RoleB
S18__UserC__RoleA)

(Assumable by:

— Inline Policies:

* S18 IP_ UserC__RoleB:
cloudfront:DisassociateDistributionWebACL

— Attached Managed Policies:
* AmazonRoute53ReadOnlyAccess (AWS)

« Role: S18__UserC__RoleC
S18__UserC__RoleB)

(Assumable by:
— Inline Policies:

* S18 IP_ UserC__RoleC:
s3-object-lambda:GetObjectAcl

— Attached Managed Policies:

* S18__AMP_ PolicyJ:
tax:GetExemptions
ec2:BundleInstance

User: S18_ UserD
e Inline Policies:

— S18_IP_ UserD:

* sns:CreatePlatformEndpoint
* sns:CreatePlatformApplication

¢ Attached Managed Policies:
— S18_AMP__PolicyY:

* sns:SetTopicAttributes
* sns:CreateTopic

¢ Group: S18_ UserD_ GroupA

S18__UserD)

(Includes

— Inline Policies:
* S18_IP_ UserD_ GroupA:

elasticbeanstalk:AssociateEnvironmentOperatiensBaleup:

elasticbeanstalk:DescribeApplications
— Attached Managed Policies:
* S18__AMP_ PolicyU:

elasticbeanstalk:RemoveTags
elasticbeanstalk:TerminateEnvironment

« Role: S18_ UserD__RoleA
S18__UserD)

(Assumable by:

— Inline Policies:
* S18_ IP_ UserD_ RoleA:
sns:Publish
sns:DeleteTopic
— Attached Managed Policies:
* AmazonRoute53ReadOnlyAccess (AWS)
* S18  AMP_ PolicyZ:
elasticbeanstalk:DeletePlatformVersion
elasticbeanstalk:DescribeEvents

« Role: S18__UserD_ RoleB
S18__UserD_ RoleA)

(Assumable by:

— Inline Policies:
* S18 IP_ UserD_ RoleB:
lookoutequipment :DescribeDataset
logs:CreateDelivery

— Attached Managed Policies:
* AmazonRoute53ReadOnlyAccess (AWS)

¢« Role: S18_ UserD_ RoleC
S18__UserD_ RoleB)

(Assumable by:

— Inline Policies:
* S18_ IP_ UserD_ RoleC:
lookoutequipment:ListInferenceEvents

— Attached Managed Policies:
x AmazonEKSServicePolicy (AWS)

« Role: S18__UserD_ RoleD
S18__UserD_ RoleC)

(Assumable by:

— Inline Policies:

* S18 IP_ UserD_ RoleD:
drs:CreateSourceNetwork
iam:GetAccountAuthorizationDetails (All)

— Attached Managed Policies:
* AmazonRoute53ReadOnlyAccess (AWS)

Scenario 19:

User: S19_ UserA
e Inline Policies:
— S19_IP_ UserA:

% iam:ListGroupsForUser (G)
* iam:ListAttachedUserPolicies (UP)
* iam:GetUserPolicy (UI)

¢ Attached Managed Policies:
— S19__AMP_ PolicyA:

* iot:DeleteThing

* bedrock:DeleteGuardrail
— S19__AMP_ PolicyB:

* bedrock:InvokeAgent

* bedrock:UpdateFlow

S19_ UserA_ GroupA (Includes

S19_ UserA)

— Inline Policies:
* S19_IP_ UserA_ GroupA:
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iam:ListRoles (R)
s3:CreateBucket
lambda:CreateFunction
ec2:RunInstances

— Attached Managed Policies:

— S19__AMP_ PolicyF:

% iam:ListAttachedRolePolicies (RP)
* iam:GetGroupPolicy (GI)
* Iam:ListGroupPolicies (GI)

+ S19_ AMP_ PolicyC: ¢« Group: S19_ UserC_ GroupA (Includes
. . . o S19_ UserC)
private-networks:ActivateDeviceIdentifier
auditmanager:UpdateAssessment — Inline Policies:
« Role: S19_UserA_ RoleA (Assumable by: x S19_IP_ UserC_ GroupA:
S19_ UserA) tax:GetExemptions
— Inline Policies: s3-object-lambda:GetObjectAcl

* S19_IP_ UserA_ RoleA: — Attached Managed Policies:
ec2:AllocateAddress x S19__ AMP_ PolicyG:
controltower:CreateManagedAccount iam:ListRolePolicies (RI)

— Attached Managed Policies: iam:GetPolicyVersion (P)
S19__ AMP_ PolicyT:

* ) —rouey « Role: S19__UserC__RoleA (Assumable by:
ssm:CancelCommand S19_ UserC)
globalaccelerator:CreateAccelerator -

User: S19_UserB — Inline Policies:
¢ Inline Policies: * S19_IP_ UserC__RoleA:
— S19_IP_UserB: ram:CreateResourceShare
scn:Describelnstance

* iam:ListUserPolicies (UI)

* iam:ListAttachedGroupPolicies (GP) User: S19_ UserD

* iam:GetRolePolicy (RI) e Inline Policies:

¢ Attached Managed Policies: _ 819 IP UserD:
— 519_AMP_ PolicyD: * codecatalyst:CreateldentityCenterApplication

* codecatalyst:DeleteConnection * codedeploy:UpdateApplication

* codeguru:GetCodeGuruFreeTrialSummary

Attached Managed Policies:
¢ Group: S19_ UserB_ GroupA (Includes
S19__UserB) — S19_AMP_ PolicyY:
— Inline Policies: * ram:GetPermission

*+ S19_IP_ UserB: * scn:CreateDatalakeDataset

drs:CreateConvertedSnapshotForDrs
¢ Group: S19_ UserD_ GroupA (Includes
— Attached Managed Policies: S19_ UserD)

* S19__AMP_ PolicyX:
globalaccelerator:DeleteAccelerator — Inline Policies:
codedeploy:BatchGetApplications x S19_IP_ UserD_ GroupA:

« Role: S19__UserB__RoleA (Assumable by: iotanalytics:CreatePipeline
S19_ UserB) aiops:CreatelnvestigationResource

— Inline Policies:

* S19_IP_ UserB_ RoleA:
ram:CreatePermission
ec2:Bundlelnstance

— Attached Managed Policies:

* AmazonEKSServicePolicy (AWS)

* S19__AMP_ PolicyE:
s3:ListBucket
ec2:Describelnstances

User: S19__UserC
Inline Policies:

— S19_IP_ UserC:

* sdb:BatchPutAttributes
* nimble:CreateStudio

Attached Managed Policies:

— Attached Managed Policies:

* S19__AMP_ PolicyU:
iotanalytics:DescribeChannel
codedeploy:CreateDeployment

Role: S19_ UserD__RoleA
S19_ UserD)

(Assumable by:

— Inline Policies:

* S19_ IP_ UserD_ RoleA:
ram:PromotePermissionCreatedFromPolicy
scn:CreateBill0OfMaterialsImportJob

— Attached Managed Policies:

* AmazonRoute53ReadOnlyAccess (AWS)

* S19__AMP_ PolicyZ:
iotanalytics:DeleteDataset
qapps:CreateLibraryIltemReview
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Scenario 20:

User: S20__UserA
¢ Inline Policies:
— S20_IP_UserA:

% iam:ListGroupsForUser (G)
¢ Attached Managed Policies:

— S20_AMP__PolicyA:
* iot:DeleteThing
* bedrock:DeleteGuardrail
— S20_AMP_ PolicyB:
* bedrock:InvokeAgent
* bedrock:UpdateFlow
¢ Group: S20_ UserA_ _GroupA (Includes
S20__UserA)
— Inline Policies:

* S20__IP_ UserA__GroupA:
iam:ListRoles (R)
s3:CreateBucket
lambda:CreateFunction
ec2:Runlnstances

— Attached Managed Policies:

* S20__AMP_ PolicyC:
private-networks:ActivateDeviceldentifier
auditmanager:UpdateAssessment

« Role: S20__UserA_ RoleA (Assumable by:
S20__UserA)
— Inline Policies:

* S20__IP_ UserA_ RoleA:
iam:ListAttachedUserPolicies (UP)
ec2:AllocateAddress
controltower:CreateManagedAccount

— Attached Managed Policies:

* S20_AMP_ PolicyT:
ssm:CancelCommand
globalaccelerator:CreateAccelerator

« Role: S20__UserA__RoleB (Assumable by:
S20__UserA_ RoleA)
— Inline Policies:

* S20_IP__UserA__RoleB:
iam:GetUserPolicy (UI)
iotanalytics:UpdateDatastore
iotanalytics:UpdatePipeline

— Attached Managed Policies:
x AmazonEKSServicePolicy (AWS)

User: S20__UserB
e Inline Policies:

— S20__IP_ UserB:
* iam:ListUserPolicies (UI)
¢ Attached Managed Policies:
— S20_AMP_ PolicyD:

* codecatalyst:DeleteConnection
* codeguru:GetCodeGuruFreeTrialSummary

¢ Group: S20_ UserB_ GroupA (Includes
S20__UserB)

— Inline Policies:

* S20_IP_ UserB:
drs:DeleteJob
— Attached Managed Policies:
* S20__AMP_ PolicyX:
globalaccelerator:DeleteAccelerator

codedeploy:BatchGetApplications

+ Role: S20__UserB__RoleA (Assumable
S20__UserB)
— Inline Policies:
* S20__IP_ UserB_ RoleA:

ram:CreatePermission
cloudfront:AssociateAlias
iam:ListAttachedGroupPolicies (GP)

— Attached Managed Policies:

* S20__AMP_ PolicyE:
s3:ListBucket
ec2:Describelnstances

« Role: S20__UserB__RoleB (Assumable
S20__UserB__RoleA)
— Inline Policies:

* S20__IP_ UserB_ RoleB:
connect:ActivateEvaluationForm
connect:AssociateBot

— Attached Managed Policies:
x AmazonEKSServicePolicy (AWS)
+« Role: S20__UserB__ RoleC (Assumable
S20__UserB__RoleB)
— Inline Policies:

* S20_IP_UserB_ RoleC:
iam:GetRolePolicy (RI)

— Attached Managed Policies:
* AmazonRoute53ReadOnlyAccess (AWS)
User: S20__UserC
¢ Inline Policies:
— S20__IP_ UserC:
* sdb:BatchPutAttributes
* nimble:CreateStudio

¢ Attached Managed Policies:

— S20__AMP_ PolicyF:
* iam:ListAttachedRolePolicies (RP)
* iam:GetGroupPolicy (GI)
* Tam:ListGroupPolicies (GI)

by:

by:

by:

¢ Group: S20__UserC__GroupA (Includes

S20__UserC)

— Inline Policies:

* S20__IP_ UserC__GroupA:
cloudfront:CreateKeyGroup
cloudfront:CreateKeyValueStore

— Attached Managed Policies:

* S20__AMP_ PolicyG:
cloudfront:CreatePublicKey
cloudfront:CopyDistribution

« Role: S20__UserC__RoleA (Assumable
S20_ UserC)

86

by:



— Inline Policies: Scenario 21:

* S20__IP_ UserC__RoleA:
iam:ListRolePolicies (RI) User: S21_ UserA

— Attached Managed Policies: + Inline Policies:

* S20__AMP__PolicyO:

— S21_IP_ UserA:
ram:CreateResourceShare

* aiops:Createlnvestigation

¢ Role: S20__UserC__RoleB (Assumable by: % iot:CreateThing

S20__UserC__RoleA)
— Inline Policies: o Attached Managed Policies:

* S20__IP_ UserC__RoleB:
cloudfront:DisassociateDistributionWebACL

— Attached Managed Policies: * iot:DeleteThing
bed k:DeleteG drail
* AmazonRoute53ReadOnlyAccess (AWS) ¥ bedrock:Deletetuardral

— S21__AMP__PolicyA:

— S21__ AMP_ PolicyB:
« Role: S20__UserC__RoleC (Assumable by:

S20__UserC__RoleB) * bedrock:InvokeAgent
* bedrock:UpdateFlow

— Inline Policies: * iam:SimulatePrincipalPolicy (SPP)

* S20_IP_UserC__RoleC:

s3-object-lambda:GetObjectAcl o Group: S21_ GroupA (Includes S21_ UserA)
iam:GetPolicyVersion (P)
— Attached Managed Policies: — Inline Policies:
* S20__AMP_ PolicyJ: * S21_IP_ GroupA:
tax:GetExemptions - iam:ListRoles (R)
ec2:Bundlelnstance - s3:CreateBucket

lambda:CreateFunction

User: S20__UserD
e Inline Policies:

ec2:RunInstances
— Attached Managed Policies:

* AmazonRoute53ReadOnlyAccess (AWS)
* S21__ AMP_ PolicyC:
- s3:CreateBucket
e« Attached Managed Policies: - lambda:CreateFunction
. ec2:RunInstances
— 520_AMP_ PolicyY: s3:ListBucket

* sns:SetTopicAttributes - ec2:Describelnstances
* sns:CreateTopic

— S20__IP_ UserD:

* sns:CreatePlatformEndpoint
* sns:CreatePlatformApplication

. Group: $20_UserD_ GroupA (Includes « Role: S21__RoleA (Assumable by: S21_ UserA)

S20__UserD
— ) — Inline Policies:

— Inline Policies: « S21_IP_ RoleA:

* S20__IP_ UserD_ GroupA: . s3:ListBucket
elasticbeanstalk:AssociateEnvironmentOperationsRole . oco:Describelnstances
elasticbeanstalk:DescribeApplications

— Attached Managed Policies:

* S20_AMP_ PolicyU:
elasticbeanstalk:RemoveTags
elasticbeanstalk:TerminateEnvironment

— Attached Managed Policies:

* S21__AMP_ PolicyD:
ssm:CancelCommand
codeguru:GetCodeGuruFreeTrialSummary

« Role: S20__UserD__RoleA (Assumable by: =« Role: S21__RoleB (Assumable by: S21__RoleA)
S20__UserD)

_ Inline Policies: — Inline Policies:

% S20_TIP_ UserD_ RoleA: * S21_IP_RoleB:

sns:Publish s3:CreateBucket

sns:DeleteTopic lambda:CreateFunction

— Attached Managed Policies: — Attached Managed Policies:
* AmazonRoute53ReadOnlyAccess (AWS) * AmazonEKSServicePolicy (AWS)
* S20__AMP_ PolicyZ: * S21__AMP_ PolicyE:
elasticbeanstalk:DeletePlatformVersion - ec2:AllocateAddress
elasticbeanstalk:DescribeEvents + ec2:Bundlelnstance
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Scenario 22: * ec2:DescribeAddresses
* ec2:DescribeBundleTasks

User: S22_ UserA * ec2:Describelnstances

¢ Inline Policies:
— S22 IP_ UserA:

* rds:DescribeDBSnapshots
* rds:DescribeDBSecurityGroups * 522_IP__GroupA:
lambda:ListLayers
lambda:ListFunctions

— S22 AMP_ PolicyA: — Attached Managed Policies:

* rds:DescribeDBInstances x S22 AMP_ PolicyC:
* rds:DescribeDBClusters s3:ListBucket

— S22__AMP__PolicyB: - cloudformation:ListStacks

e Group: S22_ GroupA (Includes S22_ UserA)

— Inline Policies:

¢ Attached Managed Policies:
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